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Abstract of the Dissertation

Exploring High Performance Deep Neural Networks on GPUs

by

Shi Dong

Doctor of Philosophy in Electrical and Computer Engineering

Northeastern University, August 2020

Dr. David Kaeli, Advisor

Over the past few decades, Machine Learning (ML) has gained unprecedented popularity,
becoming a pervasive technology that has benefitted a broad range of domains such as market analysis,
environmental science, medical research, and material science. Among the many ML algorithms,
Deep Learning (DL) has been shown to be effective in terms of accuracy, becoming the primary
focus of attention for many leading research and industrial labs. The primary algorithm used in DL
is a Deep Neural Network (DNN), a deep-structured multilayer Artificial Neural Network (ANN). To
achieve better accuracy, researchers keep adding more layers and parameters when building a DNN
model. As a result, new computing challenges emerge as a larger DNN model places more demands
on computing and memory resources, especially during the training phase. Given their massive
degree of parallelism, GPUs are a good fit for accelerating DNN training. However, DNN execution
on a GPU can be highly inefficient, limiting their potential to accelerate deeper DNN models.

We need to develop more efficient hardware acceleration in order to enable future scalability
of DNNs. There are three fundamental challenges faced when running high performance DNNs
on a GPU. First, there is a void of tools available to measure and tune the performance of DNN
computations on a GPU. Second, there is limited prior work with regards to characterizing bottlenecks
present in this class of workloads when targeting GPUs. Lastly, existing methods that utilize sparsity
and model compression have targeted FPGAs and ASICs, but not on GPUs. DNNs run on GPUs
exhibit unique execution patterns. Directly applying prior techniques developed for FPGAs and
ASICs can lead to significant inefficiencies, potentially degrading performance.

In this dissertation, we develop DNNMark, a GPU benchmark suite that consists of a
collection of DNN primitives, covering a rich set of GPU computing patterns. This suite is designed
to be a highly-configurable, extensible, and flexible framework in which benchmarks can run
either individually or collectively. Next, we characterize the performance bottlenecks present in a

xii



Convolution Neural Network models by considering microarchitectural-level bottlenecks on a layer-
by-layer basis. We also characterize the memory access behavior in the context of a typical GPU
memory hierarchy. Furthermore, we present the design of Spartan, a lightweight hardware/software
framework to accelerate DNN training on a GPU. Spartan provides a cost-effective and programmer-
transparent microarchitectural solution to exploit the sparsity detected during training. Spartan
consists of three components: i) a sparsity monitor that intelligently acquires and tracks activation
sparsity with negligible overhead; ii) a tile-based sparse GEMM algorithm that leverages a new sparse
representation, namely ELLPACK- DIB; and iii) a novel compaction engine designed specifically for
GPU workloads to support dynamic compaction of sparse data into the ELLPACK-DIB format. Last,
we explore acceleration of DNNs using Block Circulant Matrices (BCMs), a model compression
technique. We identify the GPU-specific challenges posed by using BCMs. Then, we perform
both general and GPU-specific optimizations that impact: i) the decomposition and interaction of
individual operations required in BCM algorithm, and ii) the overall GPU kernel design.
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Chapter 1

Introduction

Over the past few decades, Machine Learning (ML) has gained unprecedented popularity,

becoming a pervasive technology that benefits a broad range of domains such as engineering,

environmental science, medical research, and biology [1]. ML is a cognitive learning method, aimed

at automatically learning a mathematical model from experience, i.e., training data. The learned

model performs tasks such as classification, regression, feature selection, and clustering [2, 3]. ML

emerges as a general data-driven approach to drive both academic and industrial domains. For

example, ML has been utilized to develop efficient and effective software packages [4], identify

environmental factors tied to preterm birth [5], annotate gene sequences [6] and predict the probability

that someone will have cancer [7]. Massive amounts of data have been collected through the advances

in data acquistion technologies, and storage devices, providing us with an unlimited source of

information for training ML algorithms and facilitating the development of ML.

The abundant availability of data has spurred the development of ML solutions. A few

decades ago, traditional mainstream media such as newspapers, TV and radio dominated the creation

and dissemination of information/data. However, the data generated have many limitations for ML

algorithms due to the amount and format of data. Today, the pattern of information/data creation

and dissemination has drastically evolved thanks to the rapid development of telecommunication

technologies for both backbone infrastructures and terminal devices. New forms of media carrying

and information transmission have emerged. Gathering and creating information have become

ubiquitous with virtually no limitation. Besides, digitized data has become the primary format for

storing all types of information, allowing computers to access the data more readily. One study

has shown that, by 2020, the amount of digital data processed worldwide could reach 35 trillion

gigabytes per day [8]. Large scale datasets (Big Data) can provide a massive amount of information
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CHAPTER 1. INTRODUCTION

sources for researchers to explore the potential of ML, leading to new discoveries.

Generally, ML consists of two significant steps, training and inference. primary goal of

training is to learn a statistical/mathematical model from a training dataset. An inference is made by

running the trained model while performing a specific task. Usually, the mathematical model can be

represented by: i) a series of parameters W , and ii) a hypothetical rule H represented by a set of

formulas/functions/algorithms incorporating the parameters. Once trained, the model outputs a result

using the inputs X and the parameters W , based on a set of rules. The result can then represent a

prediction, i.e., a category in classification problems or a value in regression problems.

For training an ML algorithm, we should formalize an objective function targeting mini-

mizing the error or loss defined based on the hypothetical rule. Depending on whether or not the

training process includes the ground truth (labels), the ML has two categories, i) supervised and ii)

unsupervised learning. Equation 1.1 and 1.2 present the general formulations of objection functions

for supervised and unsupervised learning, respectively.

Ŵ = argmin
W∈R

L(H(X);O) (1.1)

Ŵ = argmin
W∈R

L(H(X)) (1.2)

, in which Ŵ is the set of estimated parameters, L is the loss function,H is the hypothetical

assumptions, X is the input and O is the ground truth/labels. Depending on the availability of O, the

loss function L takes on different forms accordingly.

As observed in the equations, the supervised learning incorporates outcomes/labels in

establishing the objective function, whereas, unsupervised learning only considers the hypothetical

assumptions. A straightforward example of supervised learning is Linear Regression (LR) [9]. LR

uses a linear transformation as the hypothesis (i.e., Y = W × X + b, in which W is a vector of

coefficients and X is the inputs, b is the bias, and Y is the outputs). The hypothesis is used to

interpret the relationship between the independent variables (X) and dependent variables (Y ). Since

LR is a supervised learning method, the training data consists of the ground truth O associated with

the inputs X . The LR learns the W so that the value of outputs Y is close to the O. The commonly

used objective function for LR is the one that minimizes the mean squared error between Y and

O [9]. Unsupervised learning, on the other hand, does not depend upon a ground truth. Therefore, the

unsupervised ML algorithms mainly leverage the inherent characteristics of the input data to achieve

the goal set by the objective functions. For example, one popular clustering algorithm, KMeans,
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CHAPTER 1. INTRODUCTION

uses Euclidean distance to group data into K clusters [10]; one feature reduction algorithm, PCA

(Principal Component Analysis), uses the covariance matrix of input data to construct the principal

orthogonal components to produced reduced dimensionality [11].

Among supervised learning algorithms, one specific algorithm, Deep Learning (DL), has

shown prominent performance in terms of accuracy, becoming the primary focus of attention for

many leading research and industrial labs. The primary algorithm of DL is a Deep Neural Network

(DNN), a deep-structured multilayer artificial neural network. Similar to other ML algorithms, DL is

also data-driven. The training of a DNN requires a tremendous amount of training data. The primary

goal is to learn a set of weights associated with a DNN from the training data. The trained DNNs can

approximate any continuous discriminant function. Unlike other ML algorithms, DL can perform

tasks in a more generalized manner on data in its raw format. For example, most conventional image

processing algorithms first extract image features by applying domain-specific techniques targeting

color, texture, and shape [12, 13, 14], then classify them using an ML algorithm such as Nearest

Neighbor. The DNNs, on the other hand, are trained to process raw data in a manner that general

knowledge of the features is automatically stored. As a result, for image recognition problems, DNNs

are capable of recognizing thousands of image classes [15] with high accuracy [16, 17, 18, 19]. In

some fields, such as image and speech recognition, DL can even outperform a human being [20].

When appropriately trained, DL can perform many different tasks such as image classification, object

recognition/tracking, natural language processing, speech recognition, and artificial intelligence, with

high accuracy. These tasks, in turn, have inspired many great products, reshaping our society and

changing our daily lives.

Depending on the type of inputs, emerging produce markets have leveraged DL across

multiple areas including but not limited to: internet of things, financial services, health care, ad-

vertising, and transportation. Figure 1.1 shows a selected set of emerging products leveraging DL,

based on the type of inputs, i.e., image/video, speech, and text. For products with image/video

and speech as inputs, the Internet of Things (IoT) devices use DL to recognize faces or voices,

making accurate responses through human-to-computer interfaces [21]; the autonomous vehicles use

DL to analyze the road condition and surrounding environments, automatically steering the wheel

without the presence of a driver [22]; the medical devices, e.g., CT, MRI scanner and electrical

microscopy, use DL for health care tasks such as medical image segmentation, lesion detection and

image reconstruction across many sub-categories of neuro, retinal, pulmonary, digital pathology,

breast, cardiac, abdominal and musculoskeletal, significantly outperforming traditional methods [23];

the virtual assistants, e.g., Siri from Apple and Alexa from Amazon, use DL to process speech
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Figure 1.1: Products of Deep Learning based on type of inputs.

for obtaining lexical contexts, taking corresponding actions [24]. For products with text as input,

banking/financial systems use DL to analyze bank transactions, detecting potential financial fraud

and securing transactions [25]; advertising platforms use DL to produce user profiles and detect

preferences, developing advanced recommendation systems, accurately sending advertisements to

targeted customers [26].

1.1 Deep Neural Networks

The Deep Neural Network (DNN) plays an essential role in DL algorithms. The primary

goal of a DNN is to systematically learn a set of weights, transforming the input data into representa-

tions/features and performing different tasks (e.g., image classification) based on the representations.

The fundamental building block of a DNN is an artificial neural network (ANN). The essential ele-

ment of ANN is an artificial neural/perceptron, a simple mathematical model simulating the process

of a brain neuron [27]. Figure 1.2a illustrates the perceptron model. As shown in the figure, the

perceptron consists of many weighted edges (W ) connecting the input dataX , a linear transformation

involving operations such as multiplications and summations, and a non-linear activation function.

Equation 1.3 details the computations in the model. First, a linear transformation involving only
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Figure 1.2: (a) Model of an artificial neuron. (b) A simple example of an ANN.

multiplications and summations outputs a set of pre-activations. Then, the non-linear activation

functions φ output the final activations Y , performing a non-linear transformation. We will discuss

the details in chapter 2.

Y = φ
( N∑
i=0

WiXi + b
)

(1.3)

An ANN is composed of multiple perceptrons, with the weighted edges fully or partially

connecting the input data. Figure 1.2b shows a simple example of an ANN (fully-connected)

involving two perceptrons. To achieve high accuracy, a DNN adopts a multilayer design with a deep

structure, in which each layer represents a type of ANN with a set of learnable weights/parameters.

Conventionally, a DNN consists of one input layer, one output layer, and many hidden layers. Each

layer represents an ANN of one specific type. Many other special-purpose layers may be incorporated

to achieve better training performance and accuracy (Section 2). Figure 1.3 demonstrates one example

of a feedforward DNN with two hidden layers for image classification. The input layer is responsible

for transforming the input data into representations/feature maps for the following hidden layers.

Note that for other problems, e.g., speech recognition and text mining, the input layer is designed

to take speech/voice or text data as inputs. The hidden layers perform a series of transformations,

extracting meaningful features/representations which become the inputs of the output layer. Different

tasks can lead to different designs of the output layer. For example, the output layer for image

classification problems generates a list of scores, each of which corresponds to a specific image class.

As shown in Figure 1.3, the class with the highest score will be selected as the final prediction.
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Figure 1.3: An image classification example using a feed-forward DNN.

1.1.1 A Brief History of DNN

The development of DNNs closely correlates to the development of Artificial Intelligence

(AI). The foundation of DNNs, the artificial neuron, is one of the early inventions among many

rudimentary AI technologies. Inspired by actual brain activities, McCulloch et al. published one

work in 1943, exploring mathematical models simulating biological neurons [28]. One decade

later, Rosenblatt proposed the artificial neuron/perceptron and neural network [27], sparking the

first AI trend, together with other AI inventions such as game AI [29] and the Logic Theorist [30].

Although it looked quite promising, the neural network then was highly criticized for its limitations

of addressing real and complicated problems, eventually leading to the end of connectionism (the

ideology of connecting multiple artificial neurons to build a neural network) [31]. In the early

1980s, multiple independent research work had brought the neural network back to public attention.

Hopfield proposed a new neural network model, i.e., Hopfield net [32], which led to the development

of recurrent neural networks (RNN) [31]. Rumelhart et al. proposed the backward propagation, a

method to propagate errors while training neural networks [33]. The backward propagation later

enables the design of multilayer perceptrons (MLP). This became the fundamental design used by

LeCun et al. (LeNet) to recognize handwritten digits, demonstrating the enormous potential of DNNs

in the field of image recognition, using image 2D convolution [34].

However, for a very long time, the development of DNNs was slow due to the lack of: 1)

training data and 2) required computational power. Thanks to the advancement of Big Data related

technologies and advances in computing platforms (i.e., multi-threaded and parallel computing

platforms), a new era of AI was born, creating the third wave of AI dominated by the DNN [35].

In the late 2000s, Li et al. launched the ImageNet project, aimed at providing an image database

targeting image classification problems, facilitating the research in the DL field [15]. To date,
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the ImageNet database has more than 14 million hand-annotated images corresponding to 21,841

categories. This number keeps growing at a fast pace as more and more image data becomes

available each day. Besides, the emergence of high performance parallel computing platforms such

as Graphics Processing Units (GPUs) has further facilitated the processing of DNNs, enabling large

scale deployments of DNNs possible. With the computing resources of cutting-edge platforms, we

can significantly shorten the processing time of large scale DNNs. As DNN models grow in terms of

depth (layers) and width (in-network parameters), the full potential of a DNN will continue to grow.

1.1.2 Variants of DNNs

The architectures of the DNN model have evolved dramatically, resulting in multiple

variants for different kinds of problems. Based on the neuron connectivity pattern, a DNN has two

major categories: i) a Feedforward Neural Network, and ii) a Recurrent Neural Network (RNN). The

feedforward neural network adopts a straightforward structure, as shown in Figure 1.3. The neuron

connection in the feedforward neural network is acyclic, whereas the RNN has a cyclic connection

pattern, in which the output of one layer is also the input of the same layer. The connection pattern

of a RNN is aimed at capturing the temporal context of the input, such as speech or text.

A Convolutional Neural Network (CNN) is one class of feedforward neural network

when 2D image convolution serves as the linear transformation layer. The 2D image convolution

has a long history in image processing, mainly used to perform image transformations or feature

extraction [36]. When used in a DNN, the convolution is a partially connected neural network, with

connectivity patterns defined by the image convolution. A convolution layer is highly useful in a

CNN for processing image data [34]. Almost all popular DNN models for image classification are

CNNs [16, 18, 17, 19].

1.2 Platforms of DNN Execution

Different phases of DNN execution require different types of computing platforms. As

a result, there are two major computing platforms commonly used for DNN execution: 1) cloud

computing and 2) edge computing. The cloud computing is a server-based platform, providing

tremendous amounts of storage and computing resources on demand. Usually, a cloud computing

platform is designed to be a distributed system with many high-end computing and storage nodes.

When handling the execution of a DNN, cloud computing platforms target the most resource-
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demanding phase of DNN, i.e., training. As mentioned above, the training of a DNN requires a

significant amount of training data in order to have a robust and reliable trained model. The training

process of a DNN produces a heavy computational demand, comprising a forward and backward

propagation (details will be described in chapter 2). Both the computing and storage resources

present in traditional computing platforms (e.g., a desktop computer) are insufficient. As a result,

cloud computing platforms become a good fit for running the training phase of using a DNN. Edge

computing platforms (e.g., a cellphone), on the other hand, have limited computing resources, as

well as power constraints. Therefore, the inference phase of using a DNN is the primary focus of

edge computing platforms. Specifically, DNN inference only performs computations for the forward

propagation, with only a handful of inputs. Even though having many limitations and constraints,

edge computing platforms still have significant advantages over cloud computing platform in some

use cases, eliminating the communication overhead between the cloud (server) and edge devices

(users).

For different types of computing platforms, a variety of available hardware is available

for running a DNN. The DNN can be viewed as a scientific computing problem, where we can use

CPUs, GPUs, FPGAs or ASICs as the primary hardware platform for acceleration. According to

the fundamental mathematics of artificial neurons, matrix-based operations, such as element-wise

operations, matrix transformations and multiplications, dominate DNN computations. As such,

hardware platforms that can accelerate matrix-based operations are targeted to run DNNs. Matrix-

based operations are inherently parallel. For example, the vector-add operation can be done by

adding every element of the two input vectors entirely in parallel, reducing the timing complexity

from O(N) to O(1). On a multi-core CPU, simultaneous multi-threading [37] and vector instruction

extensions such as Advanced Vector Extension (AVX)[38] are two techniques aimed at exploiting

parallelism. A GPU, on the other hand, is designed initially to support a high degree of parallelism

through architectures with thousands of cores, enabling thousands of threads running simultaneously.

FPGAs and ASICs are customized architectural designs used to maximize parallelism according to

the specific problem. Considering that FPGAs and ASICs allow customized architectural design,

energy efficiency can be tuned and optimized. Cloud computing platforms used for DNN training,

are commonly equipped with server-grade CPUs and GPUs, whereas edge computing platforms

are targeting DNN inference, and are thus equipped with low-end CPUs and GPUs or customized

accelerators leveraging FPGAs or ASICs. As an emerging platform, the TPU (Tensor Processing

Unit) has become a popular platform for both DNN training and inference [39]. TPUs serve as

a GEMM or tensor processing engine, controlled by a host. Therefore, we also consider it as a
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Figure 1.4: Performance vs. Energy efficiency of CPUs, GPUs and FPGAs when used for DNN

training.

customized accelerator in this dissertation.

Figure 1.4 illustrates the differences between a CPU, a GPU, and a FPGA in terms of

performance and energy efficiency during DNN training. We collect the corresponding data shown in

the figure from [40, 41, 42]. We exclude ASICs in this discussion because ASICs are more commonly

used for inference on resource-constraint devices. Accelerating DNN training will be the primary

focus in this dissertation. From the figure, we can see that a GPU achives the best performance in

GFLOPS. A FPGA provides for the best energy efficiency. In terms of either performance or energy

efficiency, it is evident that the CPU is not a good target for running a DNN. In this dissertation, we

target addressing the challenges when executing DNN training on a GPU.

1.3 Challenges of DNN Execution on GPUs

New challenges in computing emerge as researchers keep increasing the depth and width

of the network. When adding more layers and parameters, the execution of a DNN places more

computational demands on the hardware platform, resulting in training runs that can take days or

even weeks to finish. Therefore, developing fast and efficient hardware for running DNNs becomes

more and more critical to further shorten the training time, especially as DNN model continue to
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grow in complexity. In this section, we discuss focus our discussion on the challenges of DNN

execution on GPUs.

GPUs behave as accelerators in heterogeneous systems that incorporate both CPU and

GPU. Generally, the main program is running on a CPU, while offloading the compute-intensive

and parallelable kernels to a GPU to accelerate execution. As discussed in previous sections, the

dominant computations in a DNN are matrix-based operations, which are both compute-intensive

and parallelizable As such, GPUs are popular hardware platforms to run DNNs. It is important

to investigate methods for fast and efficient DNN execution on GPUs. Below, we present three

significant challenges facing high-performance DNN execution on GPUs.

First, there is a void of tools available to measure and tune the performance of DNN

computations on a GPU. Prior work paid little attention to tuning the software performance. Exist-

ing DL frameworks cannot satisfy the needs of designers of next-generation hardware platforms,

who desperately need a framework where they can evaluate design tradeoffs when executing DL

algorithms. While some researchers have considered extracting DNN primitives and embedding

them in reconfigurable hardware, this approach is too labor-intensive, and a customized solution will

compromise the configurability.

Second, there is limited prior work with regards to the execution of this type of workload

on GPUs. Given this limited knowledge, it becomes challenging to optimize GPU architectures to

run this class of compute-intensive applications. A detailed characterization is required to understand

the execution behavior of DNN execution on GPUs.

Lastly, existing methods have many limitations when run on GPUs. Optimizing DNN

execution on GPU requires efforts on multiple levels, i.e., algorithm, software, and hardware. Existing

techniques, such as utilizing sparsity and model compression, have been extensively investigated to

improve the execution efficiency of DNNs. These have been targeted mainly to speed up customized

hardware leveraging FPGAs or ASICs [43, 44, 45, 46]. However, the same techniques present

completely different execution behaviors on GPUs. Directly applying those techniques can lead to

significant inefficiencies, potentially degrading performance.

1.4 Contributions of This Dissertation

In this dissertation, we focus on investigating methods for high-performance DNN training

on GPUs. Below we summarize the envisioned contributions of this dissertation.
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• We develop DNNMark, a GPU benchmark suite that consists of a collection of DNN primitives,

covering a rich set of GPU computing patterns. This suite is designed to be a highly config-

urable, extensible, and flexible framework in which benchmarks can run either individually or

collectively. The goal is to provide hardware and software developers with a set of kernels that

can be used to develop increasingly complex workload scenarios.

• We characterize performance implications of a CNN model using microarchitectural details

on a layer-by-layer basis, and characterize the memory access behavior in the context of a

typical GPU memory hierarchy, considering hardware resource utilization associated with each

primitive in the CNN model. We identify the main bottlenecks by considering the potential

limits of using a single GPU.

• We develop Spartan, a lightweight hardware/software framework, to accelerate DNN training

on a GPU. More specifically, Spartan provides a cost-effective and programmer-transparent

microarchitectural solution to exploit the sparsity detected during training. Spartan consists

of three components: i) a sparsity monitor that intelligently acquires and tracks activation

sparsity with negligible overhead; ii) a tile-based sparse GEMM algorithm that leverages

a new sparse representation, namely ELLPACK-DIB; and iii) a novel compaction engine

designed specifically for GPU workloads to support dynamic compaction of sparse data into

the ELLPACK-DIB format.

• We optimize the General Matrix Multiplication (GEMM) using Block Circulant Matrices, a

model compression technique, for DNN training on a state-of-the-art GPU. First, we identify

GPU-specific challenges posed by using the structured matrix. Next, we perform both general

and GPU-specific optimizations that impact: i) the decomposition and interaction of operations,

and ii) the overall kernel design.

1.5 Organization of This Dissertation

We arrange the remainder of this dissertation as follows. Chapter 2 presents background

knowledge, including: i) operations involved in each DNN primitive, ii) the training process of

DNN, iii) the GPU architecture, and iv) the GPU programming model. In Chapter 3, we review

related work that explores DNN acceleration from multiple perspectives, including benchmarking,

characterization, optimization, and hardware design. In Chapter 4, we introduce the DNNMark
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benchmark suite, and discuss its design and usage. In Chapter 5, we provide a CNN characterization,

discussing observations about CNN behavior. In Chapter 6, we propose Spartan, presenting a novel

design leveraging activation sparsity for accelerating DNN training. In Chapter 7, we present the

work that explores GPU acceleration for DNN training using structured matrices. In Chapter 8, we

conclude this dissertation and present future work plans.
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Chapter 2

Background

In this chapter, we present the background material specific to this dissertation. First,

we describe Deep Neural Network (DNN) primitives that are common in popular DNN models

(i.e., AlexNet, VGGNet, GoogleNet, and ResNet), as well as the computational patterns of these

primitives. We then describe the training process for a DNN, discussing the algorithmic steps

required for training a DNN. Next, we review general GPU architecture, highlighting different GPU

computing resources and the GPU memory hierarchy. We want to be able to launch thousands of

threads concurrently and provide high bandwidth for memory transfers for data movement. We also

present the GPU programming model, which allows researchers to utilize a GPU as a general purpose

platform for accelerating a wide range of applications.

2.1 DNN Primitives

2.1.1 The Convolutional Layer

Convolution in a DNN involves a 2-D image convolution [47], an effective method for

extracting features through multiple convolutional kernels/filters. Figure 2.1 shows an example of

the 2-D image convolution process. In this figure we apply a 3× 3 convolutional kernel to an area of

the image with the same dimensions. We denote the input data as X , and the kernel weights as W .

Using the computation shown in equation 2.1, we can calculate a single result for Y based on the

data and the kernel as follows:

Yi,j =

kh−1∑
h=0

kw−1∑
w=0

Wh,w ∗Xi+h,j+w (2.1)
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Figure 2.1: 2-D image convolution

,

in which, the kh and kw are the height and weight of the kernel, i and j are the indices of

the output feature map, and are used to specify the location of the input data sample.

To calculate an entire feature map, we move the kernel across every data sample and

apply the same computation repeatedly. When moving the kernel across data samples, we can use a

specified stride. As the stride grows, the calculated feature map has a narrower height and width.

Usually, a convolution has multiple kernels to generate different feature maps, extracting a broad

range of features.

Multiple algorithmic options are available to perform image convolution, such as Direct,

GEMM, Fast Fourier Transform (FFT) [48] and Winograd [49]. The Direct algorithm expresses the

convolution as a direct convolution as described in Figure2.1; The GEMM method transforms the

entire process into a matrix-matrix multiplication; The FFT and Winograd algorithms have reduced

timing complexity [49]. The former takes advantage of the mathematical properties of FFTs/IFFTs.

The latter simplifies the computation needed to compute the convolution using kernels with a specific

size [49].

2.1.2 Fully-Connected Layer

The fully-connected (FC) layer is an Artificial Neural Network (ANN) described in

Chapter 1.1. The computation of the FC layer can be directly represented by matrix-based operations.

For example, as shown in Figure 1.2b, we have one fully-connected layer with only two artificial
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Figure 2.2: (a) ReLU. (b) Sigmoid. (c) Tanh.

neurons. Given this model, the output of this layer can be represented as:

Y0 =W00X0 +W01X1

Y1 =W10X0 +W11X1

(2.2)

We can transform Equation 2.2 into matrix-vector multiplications as follows: iY0
Y1

 =

W00 W01

W10 W11

X0

X1

 (2.3)

When performing this set of operations across multiple sets of data inputs, the computation becomes

a matrix-matrix multiplication (GEMM).

2.1.3 Non-linear Activation Function

The activation function is the non-linear step used in a DNN model for handling linear

inseparable problems. Commonly used activation functions include: a Rectified Linear Unit (ReLU)

(equation 2.4), a Sigmoid (equation 2.5), and a Hyperbolic Tangent (Tanh) (equation 2.6). The

equations below provide mathematical descriptions of these functions.

yi = max(0, xi) (2.4)

yi =
1

1 + e−xi
(2.5)

yi =
exi − e−xi
exi + e−xi

(2.6)
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Figure 2.3: Feature map data divided into multiple pooling groups.

Considering non-linearity is critical in order to support the multi-layer structure of DNN.

Convolutional and the fully-connected layers are essentially linear data transformations. Concate-

nating these two types of layers is equivalent to approximating a simple linear classifier, limiting

a model’s potential to address complex real-world problems [50]. However, adding a non-linear

activation function between linear transformation layers allows the training to separate different

linear transformation layers, making the multi-layer structure possible when approximating com-

plex discriminant functions. Figure 2.2a- 2.2c plots the three activation functions, presenting their

mathematical properties. ReLU is the most commonly used activation function due to its simplicity.

2.1.4 Pooling

Pooling operations play an essential part in a DNN model. The main goal of Pooling is

to down-sample, thus reducing the amount of computation. Pooling is also a practical approach

in practice to improve robustness, selecting the most representative value from a sub-group of the

feature map. By doing so, we can significantly reduce the interference of neighboring pixels.

Figure 2.3 shows an example of the pooling process. First, we divide the input data into

multiple pooling groups. In the figure we have 16 pooling groups, each of which contains 9 elements.

The pooling groups are k data samples apart from each other, as shown in the figure. Here, k is the

pooling group size (k is 3 in the example). Next, for each pooling group, we compute one result

according to a specific pooling scheme (e.g., Max Pooling or Average Pooling). Max Pooling selects

the maximum value in a pooling group. Average Pooling computes the average of the group.

16



CHAPTER 2. BACKGROUND

2.1.5 Local Response Normalization

Local Response Normalization (LRN) is one technique inspired by a biological activity

named lateral inhibition [51]. When applying LRN, the prediction error rate can drop by 2% [16].

LRN normalizes the input feature maps using equation 2.7 below. As described in the equation,

to normalize xi, LRN uses multiple xj’s from the adjacent feature maps, but at the same relative

position of the corresponding xi’s.

yi =
xi

k + α(

min(N−1,i+n/2)∑
j=max(0,i−n/2)

(xj)
2)β

(2.7)

where k, α, β are the configurable parameters of the LRN, N is the number of kernel maps,

n is the window size for normalization, xi is the input data, and yi is the output with the same spatial

location.

2.1.6 Batch Normalization

Batch normalization (BN) is one technique introduced to reduce the training time [52]. BN

normalizes the distribution of a batch of input data before the non-linear activation function, leading

to a data distribution with zero mean and unit variance. By varying the distribution of the input data

we can significantly re-adjustment the learnable parameters during training [52]. Consequently, using

standard DNN training with a faster learning rate becomes very challenging in terms of convergence.

When the distribution of the input data remains constant over different iterations, the training process

more quickly converges. For input data x with m data samples, the process of batch normalization

can be represented by the following equation:

x̂i =
xi −Mean[x]√

Var[x] + ε
(2.8)

,

where xi is a single sample indexed by i, x̂i represents the normalized data, Mean[x] is

the mean value of x, and Var[x] is the variance of x. The ε is included to prevent division by 0.

Equations 2.9 and 2.10 show the computation of the mean and variance.
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Mean[x] =
1

m

m∑
i=1

xi (2.9)

Var[x] =
1

m

m∑
i=1

(xi −Mean[x])2 (2.10)

2.1.7 Softmax

Softmax [53] is a commonly-used function in the output layer. It interprets the output data

from the previous hidden layer and generates a set of scores in the range of 0 to 1 (note, the sum

of all scores equals 1). For each value that Softmax computes, it represents the extent to which the

input data should be classified into one of the predefined classes. The Softmax function is shown in

equation 2.11:

Yi =
exi∑N
j=1 e

xj
(2.11)

where N is both the number of outputs from the previous layer and the number of classes.

2.2 Popular DNN models

In this section, we describe three popular DNN models, i.e., AlexNet [16], VGGNet [17],

and ResNet [19]. We select these three models because: i) they serve as good examples of DNNs

incorporating all the primitives described in section 2.1, ii) they represent major milestones in DNN

evolution, and iii) they have been used in a large number of prior studies, especially in areas of

computer architecture and accelerator research [54, 55, 56, 43, 44, 45, 57].

Krizhevsky et al. first introduced AlexNet in 2012. AlexNet is a multi-layer CNN model

incorporating layers that include Convolution, the Fully-Connected layer, Max-Pooling, LRN, and

Softmax. Table 2.1 describes the details in terms of the number of different layers in AlexNet.

AlexNet employs ReLU as the activation function. For the convolutional layer, AlexNet

uses three different convolutional kernel sizes, i.e., 11× 11, 7× 7, and 3× 3. AlexNet uses 96, 256,

and 384 as the number of channels for different intermediate feature maps. For the fully-connected

layer, the number of output nodes is 4096, except for the last layer, whose number of output nodes

equals the number of predictions by the model. The top1 and top5 accuracy [16] of AlexNet trained

with ImageNet data is 62.5% and 83%, respectively, in image classification. The design of AlexNet

18



CHAPTER 2. BACKGROUND

Layer Number

Convolution 5

Fully-Connected 3

Max-Pooling 3

LRN 2

Softmax 1

Table 2.1: The number of different layers in AlexNet.

Layer Number (A) Number (B) Number (C) Number (D)

Convolution 8 10 13 16

Fully-Connected 3

Max-Pooling 5

Softmax 1

Table 2.2: The number of different layers in VGGNet.

presents a significant improvement in accuracy, showing great potential in terms of improving

performance by adding more layers to a neural network model [16].

The Visual Geometry Group (Simonyan et al.) introduced VGGNet in 2014. Training

with ImageNet data, VGGNet presents an improved top1 and top5 accuracy (75.2% and 92.5%,

respectively) with a deeper structure and more parameters than those used in AlexNet. Similar to

AlexNet, VGGNet is also a CNN, heavily utilizing convolutional layers. VGGNet has many variants

including a different number of layers, determined mainly by the number of convolutional layers

deployed. For convolutional layers, VGGNet uses two convolutional kernel sizes, i.e., 3×3 and 1×1

(only present in one variant), providing a number of options for the number of feature map channels,

i.e., 64, 128, 256, and 512. Table 2.2 describes the details in terms of the number of different layers

in VGGNet. In the table, the labels A, B, C, and D stand for models with 11, 13, 16, and 19 weight

layers, respectively.

In 2015 He et al. proposed ResNet that includes novel building blocks and residual units,

needed to overcome the training degradation problem when adding too many layers in the neural

network. ResNet can achieve a very deep structure with over hundreds of layers, without experiencing

training degradation. Training with ImageNet data, the top1 and top5 accuracy of ResNet is 78.57%

and 94.29%. The following equation presents the details of a residual unit:
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Layer 18-layer 34-layer 50-layer 101-layer 152-layer

Residual Unit (A) 8 16

Residual Unit (B) 16 33 50

Convolution (7× 7) 1

Fully-Connected 1

Max-Pooling 1

Softmax 1

Table 2.3: The number of different layers in ResNet.

Y = φ
(
F(X) +X

)
(2.12)

, in which the F represents a series of linear transformations, combined with activation functions. φ

is an additional activation function.

Similar to VGGNet, ResNet also has multiple variants, including a different number of

residual units and different types of residual units as well. One type of residual unit (A) has two

convolutional layers using 3× 3 kernels, two batch normalizations, and one activation function in F.

Another type of residual unit (B) has three convolutional layers using 3× 3 and 1× 1 kernels, three

batch normalization layers, and two activation functions. The number of channels in the feature maps

in ResNet can be 64, 128, 256, 512, 1024, and 2048 channels. ResNet consists of one convolutional

layer, multiple residual units, and one fully-connected layer. The convolutional layer serves as the

first layer to transform input data using a 7× 7 kernel. The fully-connected layer is the last layer to

generate outputs before softmax. Table 2.3 describes the details in terms of the number of different

layers in ResNet.

Figure 2.4 presents the number of layers and estimated GFLOPs needed for AlexNet,

VGGNet, and ResNet. From the figure, we can find a clear trend that the DNNs are becoming deeper

and deeper over time. The number of operations for computing the DNN is also significantly growing.

Note that for VGGNet and ResNet we use the metrics from the deepest variant.

2.3 Training of DNN

Training a DNN is an iterative task. For each iteration, the training process updates the

network parameters so that the network loss shrinks and eventually converges. One of the most
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Figure 2.4: The number of layers and estimated GFLOPs needed for AlexNet, VGGNet, and ResNet.

effective algorithms used to update the parameters is Stochastic Gradient Descent (SGD), which

processes a mini-batch of the training data on each iteration. SGD can be expressed in equation 2.13.

Wi+1 ←Wi − α
m∑
n=1

∂L

∂Wi
(2.13)

where m is the size of the data in a mini-batch, Wi are the parameters on iteration i, Wi+1

are the updated parameters for iteration i + 1, α is the learning rate, a hyber-parameter adjusting

the speed of updating the network, and ∂L
∂Wi

is the derivative of the loss function with respect to the

parameters Wi.

The detailed mechanism for training consists of a forward and a backward propagation.

The forward propagation performs layer-by-layer transformations of the input data based on the

current parameters, calculating the network loss. The backward propagation calculates derivatives

of the calculated loss with respect to the inputs ∂L
∂Xi

, outputs ∂L
∂Yi

, and parameters ∂L
∂Wi

of each

layer. Similar to the layer-by-layer transformations performed during the forward propagation, the

backward propagation applies the derivative chain rule for each layer in a backward-cascaded fashion.

Next, the SGD algorithm takes ∂L
∂Wi

as its inputs for updating the network parameters.

After training is complete, we can then compute the inference through another forward

propagation, but this time we skip the calculation of the loss. The results of the inference are final

predictions, which should be a vector containing probabilities for each label from the predefined

classes. We can also scale the outcome to allow prediction accuracy to seem more intuitive.
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Figure 2.5: An example of transforming a convolution into GEMM operations using the im2col

transformation.

In practice, the training process for a DNN can be very time-consuming. It usually requires

many hundreds of thousands of iterations before the network parameters are adequately trained. As

newer DNN models become deeper and have a larger number of parameters, each iteration can take

longer to finish, exacerbating this situation.

2.3.1 DNN Computation

When training a DNN, matrix-based MAC operations (i.e., multiply-accumulates) dominate

roughly 90% of the overall execution time [58]. The primary source of the matrix-based MAC

operations occur in General Matrix Multiplication (GEMM) used by linear transformation layers

(i.e., convolutional and fully-connected layers).

The convolutional layer can use GEMM as its computational method after applying an

im2col operation to its inputs [59]. The im2col operation transforms the input into a matrix. After

applying the transformation, the convolution operation described in Equation 2.1 becomes a GEMM

operation. Figure 2.5 shows an example of transforming a convolution into a GEMM operation

using im2col. In the figure, we have N filter kernels of size Kh × Kw (where Kh = Kw = 3)
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and one feature map of size Oh × Ow. To calculate the first output element, we perform a MAC

operation with the kernel filter and a tile of the feature map (outlined in blue), which includes

X00, X10, X20, X10, X11, X12, X20, X21, X22. The im2col operation unrolls the tile into a column,

as shown in the figure. We can see that the MAC operation becomes a dot product of one row of

the weight matrix, corresponding to one kernel filter, and one column, corresponding to the tile

of the feature map. Next, we perform the same process on the second tile (outlined in green) and,

eventually, all the feature map tiles. Then, the convolution becomes a GEMM, involving one matrix

of size N ×Kh ×Kw and a second matrix of size Kh ×Kw ×Oh ×Ow. The output of the GEMM

is a matrix with size N ×Oh ×Ow. The fully-connection layer is inherently a GEMM operation, as

described in section 2.1.2.

2.3.1.1 Sparse GEMM

Sparse GEMM has been widely studied to accelerate high-performance computing appli-

cations. The key applications include sparse linear systems and graph algorithms [60]. Leveraging

sparse GEMM reduces the number of computations by skipping multiplications involving zero. In

addition, Sparse GEMM compresses a matrix with a large number of zeros, saving memory space

needed for storage. Researchers have developed many different types of compressed sparse formats

and associated sparse GEMM algorithms. The popular sparse formats to compress a sparse matrix

include COO, CSR/C, HYB, and ELLPACK [61].

DNN computation can also benefit from using sparse GEMM for both weight and activation

maps, since both can be sparse. The sparseness in the weight matrix can be introduced by weight

pruning and quantization [62, 63]. The sparseness in the activation maps is usually a product of

the ReLU or Max-Pooling layers [64]. Given their computing nature, ReLU and Max-Pooling can

generate zeros in a DNN.

2.4 Graphic Processing Units (GPUs)

2.4.1 Architecture

Unlike a CPU architecture, the architecture of a Graphic Processing Unit (GPU) improves

instruction throughput rather than reducing the latency of a single instruction. As such, the compute

unit organization is much simpler than a CPU core design. That allows the GPU to include many more

cores than a CPU. The recent trend suggests there will be more compute resources as famous GPU
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Figure 2.6: Diagram of a typical NVIDIA GPU architecture.

vendors are using smaller nanotechnology (i.e., 7nm) [65]. Currently there are thousands of cores

available to run thousands of threads simultaneously. A GPU has support for low-overhead thread

switching to hide latency. GPUs can outperform CPUs in most cases where instruction throughput

matters. A good example is with matrix-based computations, which are easily parallelizable. GPUs

are well-suited to execute matrix-based operations that are designed to run on parallel platforms.

The basic building block on an NVIDIA GPU is called a multi-threaded Streaming Mul-

tiprocessor (SM). On an AMD GPU, the same element is called a Compute Unit (CU). GPUs

from both NVIDIA and AMD utilize a very similar architectural design. Thus, for simplicity, we

will stick to the architecture and terminology associated with an NVIDIA GPU in this dissertation.

We will mention the differences between an NVIDIA GPU and an AMD GPU when they occur.

Figure 2.6 illustrates the architecture of an NVIDIA GPU. As shown, each SM contains a collection

of computational resources that includes single precision cores, load-store units, special functional

units and texture units. Each SM is also equipped with a large register file so that threads can have

their own set. Providing dedicated registers for threads eliminates the need to swap out threads during

context switching (as required on a CPU), which significantly reduces the corresponding overhead.

With a low-overhead context switch, threads can hide pipeline stalls and effectively utilize the full

computational resources of the GPU.
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_global__ void 
vectorAdd (const float *A, const float
*B, float *C)
{
        int i = blockDim.x * blockIdx.x +
threadIdx.x;
        C[i] = A[i] + B[i];
}

 

Figure 2.7: GPU kernel design process (a vector add kernel design).

An array of SMs is connected to a hierarchical memory system. Each SM has limited

memory resources that are exclusive to each SM, including an L1 cache, a shared memory, and a read-

only/texture cache. The shared memory is a scratchpad cache that is accessible by the programmer.

Each SM has exclusive memory resources connected to a shared L2 cache. The L2 cache is the

primary point of data unification between the SMs, servicing all general and texture memory requests,

providing efficient, high-speed data sharing across the GPU. The L2 cache is backed by a high

bandwidth DRAM memory, which is the largest memory on a GPU that programmers can access

directly.

2.4.2 Programming Model

The programming model on a GPU provides an intuitive abstraction of hardware for pro-

grammers. When programming a GPU for general purpose, programmers use a run time library and

follow a specifically defined programming model to operate the GPU. CUDA provides programmers

a full-fledged toolset to run a program on NVIDIA GPUs; ROCM on AMD GPUs. The programmer

designs a kernel function that can be executed by each thread on the GPU. Given the Single Program

Multiple Data (SPMD) programming model on the GPU, threads are grouped into thread blocks, and

thread blocks are grouped into a grid. Within each thread, a unique index can be obtained using the

thread ID and block ID. The blocks and threads can be grouped in a 2D or 3D manner, meaning that

the thread ID and block ID are 2D or 3D (a CUDA-specific identifier, threadIdx is used to obtain

the thread ID, blockIdx for block ID) [66]. In practice, a thread block contains a number of warps

(NVIDIA) or wavefronts (AMD), the basic unit containing a specific number of threads scheduled

on the hardware (32 for NVIDIA GPU and 64 for AMD GPU).
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Before launching the kernel, programmers should carefully design a mechanism to map

the specific problem on to a number of threads with a specific structure (i.e., the kernel dimension)

to support flexible data mapping and provide potential performance benefits. Figure 2.7 shows

the essential elements required to design a GPU kernel: i) mapping the data layout to the kernel

dimensions (i.e., the shape of the cooperative thread array, defined by blockDim and gridDim), ii)

specifying the operations to be performed in the kernel, and iii) managing the kernel input data,

stored in GPU memory while the kernel is active.
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Related Work

In this chapter, we review prior work related to this dissertation. DNN research can be

categories into three broad classes: 1) algorithms, 2) applications and 3) platforms. In this dissertation,

we target research literature focusing on DNN platforms, benchmarking, optimization and hardware

designs for DNNs. We target a GPU as the primary hardware platform. However, given the popularity

of customized hardware designs for DNNs on an FPGA and ASICs, we also include them in this

chapter. We partition related work into three sections, reviewing related studies from three different

categories: 1) DNN benchmarking, 2) DNN optimization, and 3) DNN hardware design.

3.1 Benchmarking and Deep Learning Frameworks

Benchmarking plays a critical role in the development of computing hardware. Researchers

have widely used benchmarking techniques for two purposes: i) serving as performance indicators

when presenting their novel architectural designs, and ii) investigating the execution behavior on

specific platforms such as a GPU. In industry, manufacturers may use benchmarking to demonstrate

the performance of their latest product or to compare multiple products.

In general, it requires a collection of applications to benchmark a computing platform

thoroughly. The collection of applications is called a benchmark suite. Usually, applications in-

cluded in a benchmark suite should meet the following criteria: i) the selected applications should

have diverse workload characteristics, placing varied and sufficient demands on the compute and

memory resources of a target platform, ii) the selected applications should serve a specific purpose.

For example, HeteroMark [67] captures the computing patterns of CPU-GPU collaborative execu-

tions. DNNMark [68], proposed in this dissertation, is a benchmark suite explicitly designed to
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benchmark DNNs on GPUs. Researchers run the same collection of applications on different hard-

ware or architecture designs to observe performance differences while studying valuable execution

implications.

There are many available benchmark suites for GPUs. For benchmarking general GPU

performance, popular benchmark suites include Rodinia [69] and Parboil [70], providing a wide

range of applications that include simulation, scientific computing, and machine learning on GPUs.

HeteroMark [67] includes applications presenting three CPU-GPU collaborative execution patterns:

i) workload partitioning, ii) producer-consumer, and iii) pipelining. Similar to HeteroMark, Chai [71]

also provides a collection of collaborative heterogeneous applications, presenting two new patterns:

i) coarse-grained and ii) fine-grained workload partitioning. NUPAR [72] provides GPU applications

leveraging advanced GPU features, such as concurrent kernel execution and dynamic parallelism.

Tartan [73] and MGMark [74] are two recent benchmark suites targeting multi-GPU environments.

The former provides a set of customized programs to evaluate the performance of the interconnection

of a multi-GPU environment. The latter enables the multi-GPU execution of HeteroMark. All of

these benchmark suites have been used to study the performance of systems incorporating GPUs.

Deep Learning (DL) represents an important class of applications, so benchmarking DL

becomes essential to achieve efficient execution future DL models. Some popular DL frameworks,

such as Caffe[75], TensorFlow[76], and PyTorch[77], all provide some rudimentary functionality to

benchmark DNNs for general execution performance. With support for toggling GPU usage, users

can measure the performance of a specific DNN model on CPUs or GPUs. However, benchmarking

is not the primary goal of these frameworks. They lack the ability to study the impact of the targeted

microarchitecture in terms of performance, and lack sufficient configurability.

To bridge the gap, researchers have developed many benchmark suites, providing DNN

benchmarking across different hardware platforms. Large enterprises from industry are spending

significant efforts on this type of work. Baidu developed DeepBench [78], providing comprehensive

benchmarking of compute-intensive layers such as convolutional, fully-connected, and RNN layers.

Multiple institutions from both industry and academia are working together on MLPerf [79], a rich

collection of benchmark suites targeting DNNs. Researchers from academia also made significant

contributions. Zhu et al. developed TBD [80], a benchmark suite aimed at the training of DNN

models for many popular problem domains. Hu et al. developed Mirovia[81], a benchmark suite

incorporating many machine learning applications and commonly-used DNN primitives, targeting

heterogeneous computing platforms. Karki et al. developed Tango [82], a DNN benchmark suite

for resource-constrained accelerators such as mobile GPUs and FPGAs; Gao et al. developed
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AIBench [83], providing benchmarks from a wide range of AI applications for high-performance

computing platforms.

The development of benchmarking tools and frameworks for DNNs has enabled many

researchers to profile and characterize this class of workload. There have been many earlier evaluation

studies that focused on neural networks. Shi et al. conducted a series of experiments, evaluating the

current state-of-the-art deep learning software tools [84]. They evaluated a number of neural network

models using state-of-the-art deep learning tools on both single and multiple GPUs, proposing a

general guide to leverage the right software tools on the targeted platforms. They also pointed out

possible optimization directions for researchers. Kim et al. also evaluated several existing deep

learning frameworks and suggested possible optimization methods leveraging convolution algorithms

to improve CNN efficiency [85]. They characterized existing deep learning frameworks at an

application level and explored the benefits of using different convolution algorithms to achieve better

performance. Rhu et al. measured the memory usage of DNNs and proposed a virtualization method

to deal with issues associated with the limited memory on a GPU [86]. They characterized the data

access patterns to create a virtual memory management strategy for DNN applications. Mojumder

et al. profiled DNN workloads on multi-GPU environments, evaluating the data communication

performance among computing nodes, under different data transfer methods [87]. Sun et al. also

characterized the DNN workload on AMD GPUs in their work, evaluating performance tradeoffs on

the ROCM platform [88]. They conducted a performance analysis of one DNN model on a layer-by-

layer basis, leveraging the ALU utilization to shed some light on execution details. Karki performed

a detailed analysis of different DNN models on multiple platforms, including a server-grade GPU,

a mobile GPU, a simulator and an FPGA [89]. They presented selected performance statistics and

power consumption, comparing them across the different platforms.

3.2 Optimization

Prior work has extensively explored optimization methods for scalability, performance,

memory usage, and energy efficiency of deep learning applications. Among the existing literature in

this area, we have identified three paths pursued by the researchers: i) redesigning a DNN algorithm,

reducing the timing complexity of time-consuming DNN primitives, ii) making existing platforms

more intelligent and efficient, and iii) developing customized hardware. We also note that researchers

sometime pursue a algorithm-hardware co-design strategy, pursuing two paths concurrently. For

example, Ding et al. [90] describe the design of a new algorithm coupled with a weight matrix
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compressing technique, reducing the timing complexity of solving GEMM. They also proposed

custom hardware to accommodate the new algorithm. Yao et al. [91] developed a pruning algorithm

to generate sparsity for weight matrices of DNN models, while achieving efficient execution on

GPUs for DNN inference. In this section, we only review the work the follows the first two paths.

We discuss the related work down path iii), as well as algorithm-hardware co-design, in the next

section.

Many previous studies show significant performance improvement by redesigning DNN

algorithms. The convolutional layer is the most frequently used primitive type in CNN models, as

well as the most timing-consuming layer. Researchers have focused on optimizing the convolutional

layer. Fast Fourier Transforms (FFTs) have been widely used to reduce the timing complexity of

solving convolution [92]. Winograd [93] is another popular algorithm used to reduce the number of

computations required for running a convolution with selected convolution kernel sizes. Besides opti-

mizing the convolution algorithm, two other techniques frequently used to simplify the computation

of the convolutional layer and the fully-connected layer (linear transformation layers). The first is to

compress the weight matrices, reducing both the storage space and computations; the second is to

utilize sparseness of the DNNs, skipping computations involving zeros.

3.2.1 Model Compression

Model compression is a lossy method since compressing weights leads to loss of infor-

mation. As a result, model accuracy can be affected. However, from the previous research, the

impact is usually tolerable, even negligible in some cases. Weight pruning is one model compression

technique. Castellano et al. proposed an iterative pruning algorithm that carefully determines the

elimination of nodes, keeping the performance from worsen iteratively [94]. Han et al. proposed a

three-step mechanism that applies connection pruning, quantization, and Huffman coding, reporting

a 9× to 13× improvement in model size, while achieving a 3x-4x speedup and 3x-7x better energy

efficiency [62, 63]. Anwar et al. introduced a structured pruning for convolutional layers, demonstrat-

ing the effectiveness of structured pruning [95]. Huang et al. presented a learning algorithm to prune

filters of DNN with the help of a reward funciton [96]. Zhang et al. developed a systematic weight

pruning framework using the alternating direction method of multipliers (ADMM) [97]. Quantization

is another popular model compression method. Lin et al. proposed a weight quantization method

which identifies the fixed-point representation with the best bit width, achieving a reduced model

size without any accuracy loss [98]. Wu et al. proposed a unified quantization framework for CNNs,
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reducting model execution time, and reducing the model size [99]. In addition to these two studies,

researchers have leveraged low-rank matrices to compress parameter matrices. Jaderberg et al.

leveraged low-rank matrices in the convolutional layer, reducing the number of computations [100].

Tai et al. proposed an algorithm to perform low-rank tensor decomposition in convolutional layers,

creating low-rank representations for the filter kernels [101]. These approaches offer reasonable

parameter reductions with only a minor impact on accuracy.

3.2.2 Exploiting Sparsity

Exploiting tensor sparseness is commonly leveraged to improve the compute efficiency

of DNN execution. A tensor is sparse when its sparsity (i.e., the percentage of zero elements) is

high. The primary sources for generating zeros during DNN execution are due to weight pruning and

ReLU activations. Weight pruning is a class of algorithms that can remove redundant parameters,

generating zeros, which reduces the number of computations. Note that weight pruning is also a

model compression method, based on its ability to reduce the size of the model, as discussed above.

Here, we focus on its benefits in terms of increasing the sparsity of a tensor.

Wen et al. proposed a learning method to regularize the structured sparsity [102]. Liu et al.

made use of the sparsity created by pruning the redundancy in weights of a CNN, with the goal of

simplifying the computation with only minor model accuracy loss [103]. Narang et al. used group

lasso regularization to create sparse blocks of each layer in RNN, improving the overall computing

efficiency [104]. Han et al. proposed to manually obtain sparsity and tune training by removing

the less essential weights [105]. This work intends to improve model accuracy rather than simplify

computation or memory usage. The focus of this work is to improve the prediction accuracy with

more model complexity. The ReLU activation function, on the other hand, inherently generates

zeros. Therefore, exploiting activation sparsity is lossless. Ren et al. proposed a method to predict

structured block sparsity in activations during inference, achieving acceleration on a GPU [106].

Judd et al. discussed different encoding mechanisms for effectual activations and their associated

memory footprint [107]. Shi et al. exploited the activation sparsity after ReLU to accelerate the

execution of CNNs on CPUs [108].

Accelerating sparse matrix operations, particularly sparse GEMM operations, on GPUs

has gained a lot of attention since many different high-performance computing applications can

benefit from leveraging sparse GEMM [60]. GPU vendors have developed multiple sparse GEMM

libraries, including cuSparse [61], clSparse [109], and rocSparse [110], supporting commonly-used
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sparse formats and high-performance sparse GEMM implementations specifically for their GPUs.

Previous studies proposed a number of novel sparse formats to achieve efficient execution on GPUs.

Liu et al. proposed CSR5, a format that supports efficient sparse matrix-vector multiplication

for irregular matrices [111]. Steinberger et al. proposed HOLA-SPMV, a mechanism to achieve

efficient load balancing and memory access patterns [112]. Vazquez et al. proposed ELLPACK-R, a

format designed based on ELLPACK, with optimized intermediate index vectors and efficient SpMV

execution on GPUs [113]. There are also studies investigating accelerating sparse GEMM on GPUs.

Liu et al. proposed a general sparse GEMM method for irregular matrices, addressing problems

including operation insertion and load imbalance [114]. Dalton et al. proposed an optimization

method for sparse GEMM on GPUs. They divided the SpGEMM operation into three phases that can

be parallelized, and employed a set of optimizations to improve memory performance [115]. Gray et

al. developed a set of GPU kernels that take advantage of block-based sparsity to accelerate DNN on

GPUs [116]. Yang et al. proposed a set of principles to design sparse GEMM on GPUs. The work

focuses on increasing instruction-level parallelism and achieve better load-balancing [117].

3.2.3 General Optimizations on GPUs

Other than redesigning the DNN algorithms to achieve acceleration, many of the researchers

have explored methods that efficiently utilize general-purpose hardware platforms. A straightforward

approach is to duplicate a DNN model to multiple computing nodes, enabling distributed DNN

execution. Usually, the distributed execution is aimed for DNN training only. For each iteration, the

training process requires a mini-batch of data before updating the parameters. The distributed training

processes multiple mini-batches simultaneously on different computing nodes. Many deep learning

frameworks, such as Tensorflow[76], Caffe[59] and CNTK[118] leverage distributed training for

acceleration. Eliuk et al. developed a distributed DNN library to accelerate DNN execution on a

GPU cluster [119]. Awan et al. extended Caffe to enable distributed training on a GPU cluster [120].

Mittal et al. [121] summarize some the optimization methods available on a single GPU, including:

1) optimizing the data layout, 2) leveraging data re-use, 3) improving tiling for batched GEMM, and

4) optimizing GPU kernel scheduling. The goal is to exploit the GPU resources efficiently. Li et al.

studied the impact of changing the data layout of tensors in DNNs, highlighting the benefits of using

selected data layouts to achieve better memory efficiency [122]. Chen et al. optimized the memory

access pattern and execution pattern of convolution, taking advantage of the data re-use pattern

when performing direct convolution operations [123]. Li et al. proposed a framework to identify
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an optimized tiling and batching scheme, identifying an efficient kernel design mechanism [124].

Jain et al. proposed a Just-in-Time (JiT) compiler to coalesce GPU kernels, increasing the resource

utilization when performing DNN inference [125].

3.3 Computing Hardware Design

Matrix operations and dot products dominate the computation of DNNs. As such, ac-

celerating DNN execution focuses on designing custom hardware for matrix operations and dot

products. Representative work include Google’s Tensor Processing Unit [126, 127] and IBM’s

TrueNorth [128, 129, 130]. The TPU, designed by Google, is a custom ASIC hosting 65,536 8-bit

MAC matrix multiply units. The peak throughput of a TPU can reach 92 TeraOps/second (TOPS).

Custom hardware is also playing a role in the design of general hardware. NVIDIA has added Tensor

Cores in the Volta architecture to accelerate DL applications [131]. IBM’s TrueNorth incorporates

neurosynaptic cores inspired by actual brain activity, integrating both computation and memory,

achieving significantly lower power consumption. There have been many other designs proposed.

Chen et al. proposed DianNao, a custom accelerator for machine learning algorithms, especially

DNNs [54]. Rather than improving compute performance, they focus on designing hardware that can

improve memory performance. Chen et al. proposed DaDianNao, a custom computing platform opti-

mizing the dataflow of a DNN. They map the memory footprint to an on-chip storage, significantly

reducing off-chip data communications, while achieving high bandwidth [56].

In addition to improving compute and memory performance, many hardware designs

leverage model compression and exploit sparsity in both weights and activations. Both techniques

create irregularities for DNNs. For example, model compression techniques may introduce other

types of computations in addition to matrix operations. The sparsity may change the memory footprint

and the locality. Thus, designing custom hardware becomes the primary trend when leveraging

model compression and sparsity. Qiu et al. developed a novel CNN accelerator on an FPGA, with

a significantly increased degree of parallelism for the convolutional layer. They also leveraged

dynamic quantization techniques and Single-Value Decomposition (SVD) to reduce the number of

parameters of the fully-connected layers [55]. Cheng et al. studied parameter redundancy in DNNs

by using circulant matrices for weight representation of the fully-connected layers [132]. They

proposed the corresponding accelerated inference and training algorithms for the fully connected

layers. As a follow on work, Ding et al. evaluated the performance versus accuracy tradeoff of using

block-circulant weight matrices [90]. They generalized the approach for both fully-connected layers
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and convolutional layers and provided a cross-platform hardware design and optimization solution

for deep learning systems. Deng et al. proposed the PermDNN architecture on an FPGA, accelerating

DNNs by leveraging permuted diagonal matrices [133]. Turner et al. [134] and Yu et al. [135] show

that generating sparsity in the network weights can hurt inference performance, which is one of our

motivations for designing specialized accelerators. For example, Han et al. [43] took advantage of

pruned and quantized weights to design an energy-efficient inference engine for embedded systems,

which was evaluated on nine DNN benchmarks. This work targets fully-connected layers, though

only accounts for roughly 10% of the overall computation in modern DNNs. Cnvlutin [136] is an

accelerator that follows a value-based approach to dynamically eliminate ineffectual multiplications

(those that include an operand that is zero). Minerva [57] exploits the observed network sparsity to

minimize data accesses and MAC operations, enabling low-power acceleration for highly-accurate

DNN prediction. Eyeriss v2 [137] proposes an accelerator architecture designed for running compact

and sparse (in the weights and activations) DNNs. Han et al. [44] and Ren et al. [138] present

efficient speech recognition engines that can work directly on a compressed sparse LSTM model on

an FPGA. Jain et al. [64] proposed Gist, a strategy for exploiting the sparsity of selected intermediate

activations to achieve efficient data compression for saving memory space. Their focus is on

optimizing memory usage. They incur a 4% performance overhead. Dey et al. [139] and Cao et

al. [140] present reconfigurable hardware architectures for accelerating training, which use pre-

determined and structured sparsity to lower memory and computational requirements. Finally,

Rhu et al. [141] present a general-purpose compression DMA engine for high-performance DNN

virtualization. The virtualization strategy uses the CPU’s memory to store the training data and

improve the overall training performance by allowing more training data on a GPU. Qin et al. [142]

proposed SIGMA, a flexible and scalable accelerator architecture, adopting a novel reduction tree

microarchitecture to accelerate irregular sparse matrix operations. However, SIGMA targets custom

accelerator architectures rather than GPUs.

3.3.1 Near-Memory Processing

Memory efficiency is one major bottleneck encountered when running a DNN [54, 56]. One

approach to optimize memory performance is to add a special-purpose processing unit near memory

to achieve high-performance and low-latency data management. In the early 2000s, IBM proposed

MXT technology to perform real-time compression and decompression of data to reduce traffic

between the shared cache and the main memory [143]. Recently, NVIDIA added an L2 compressor
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as a new feature in CUDA 11, supporting compression on pinned GPU memory to reduce traffic

between L2 and DRAM [144]. Many researchers have employed near-memory processing units to

accelerate systems with DNNs. Kwon et al. proposed TensorDIMM, a mechanism involving a custom

DIMM module equipped with near-memory processing cores tailored for DNN operations [145].

Ke et al. proposed a lightweight near-memory processing solution to accelerate a recommendation

system. They employed techniques such as memory-side caching, table-aware packet scheduling,

and hot-entry profiling, achieving significant performance gains [146]. Schuiki proposed NTX,

a near-memory acceleration engine for DNN training at scale. The engine significantly reduces

offloading overhead and supports an optimized data path for convolution and gradient aggregation.

Their proposed system comes equipped with RISC-V cores and an NTX engine, outperforming a

GPU-based system in terms of execution time and energy efficiency [147].

3.4 Summary

In this chapter, we reviewed related research on benchmarking. We presented the popular

benchmark suites that are targeted for GPUs, highlighting their compute pattern coverage and

purposes. We also presented a number of optimization studies for DNNs. The first class focused

on redesigning DNN algorithms, including improving the convolution algorithm, reducing the

model size, and exploiting sparsity. The other class explored methods utilizing existing platforms

intelligently and efficiently. Finally, we presented previous work that pursued new hardware designs.

Given the inefficiency of running DNNs on existing hardware platforms, researchers have proposed

many custom hardware designs, improving both compute and memory performance. Some proposed

architectures exploited model compression and sparsity.
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Chapter 4

DNNMark: A DNN Benchmark Suite

for GPUs

Deep learning algorithms and applications are quickly becoming the primary focus of

attention for many leading research and industrial labs. Currently, a large number of researchers

from both academia and industry are expending significant effort to develop new DNN models. In

order to develop a more robust DNN model that has higher capacity, researchers keep increasing the

number of in-network parameters, increasing the depth of the network by adding more layers, which

results in training that can take days or even weeks to complete.

Given that the computations of each layer in the deep neural networks are matrix-based,

DNN computations can significantly benefit from using computing platforms that can exploit data-

level parallelism. Training a DNN model requires an enormous amount of training data, which

has been a fundamental barrier to leveraging DNNs. Traditional computer systems (e.g, CPUs) are

not able to provide enough computational power to tackle the training task. Thus, heterogeneous

computer systems composed of both CPUs and GPUs are becoming the defacto standard platform

for training DL algorithms. When using a system equipped with GPUs, the computation associated

with each layer in the DNN is offloaded to the GPUs.

However, if we want to tune the performance of DNN computations on a GPU platform,

there is a void of tools available. While there are many existing deep learning frameworks (e.g.,

Caffe[59]) that provides GPU support in order to shorten the training time, they focus on reducing

the programming effort versus tuning performance. This prior work paid little attention to tuning the

software performance. Existing frameworks cannot satisfy the needs of designers of next-generation
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hardware platforms, who desperately need a framework where they can evaluate design tradeoffs

when executing DL algorithms. While some researchers have considered extracting DNN primitives

and embedding them in reconfigurable hardware, this approach is too labor-intensive. Furthermore,

configurability will be compromised by a customized solution. We still need to perform model

training, the overhead of which can vary significantly based on the platforms available.

In this chapter, we present DNNMark, a benchmark suite designed to address many of the

problems discussed above. First, each of DNN primitive workloads can be easily invoked separately,

without any sacrifice on configurability. One can specify any type of scenario for benchmarking on an

algorithm-specific level, and configuring such parameters is no longer an issue in this suite. Second,

the actual measurement can be done during the execution of any specific kernel. Our framework

allows us to ignore the setup stages and focus on only the computation steps.

Unlike other DL frameworks, attaching a real database for training purposes is not manda-

tory anymore. This capability will significantly aid the computer architecture community, which is

more interested in designing/tuning hardware/software, and less interested in the details or configura-

tion of DNNs.

Depending on the specific configuration, DNNs can involve combinations of DNN prim-

itives. A model composed of two or more primitive functions may be more desirable during

performance evaluation. In such cases, a composed model rather than standalone primitives, are

preferred. To provide this capability, DNNMark can be extended to model more sophisticated DNN

models, where layers are connected to, and dependent upon, each other.

4.1 Software Design

DNNMark is developed in C++ and uses external libraries including cuDNN and cuBLAS

for NVIDIA GPUs, and MIOpen and rocBLAS for AMD GPUs. We utilize the CMake tools to enable

effortless compilation and build of the framework, and link Google libraries such as gflags [148] and

glog [149] for ease of configuration and improved debugging. Unlike other GPU benchmark suites,

e.g., Rodinia[69], where each benchmark is developed and built individually, DNNMark includes

benchmarks that can be combined into a compound workload, with dependencies indicated between

different benchmarks, which allows us to construct an actual DNN model. So that, besides running

benchmarks separately, more complex scenarios that combine multiple primitives can be evaluated.

To support this benchmark architecture, we use a different strategy to generate benchmarks

in this suite. Instead of developing each benchmark individually, we first develop a centralized

37



CHAPTER 4. DNNMARK: A DNN BENCHMARK SUITE FOR GPUS

Benchmark #0

Benchmark #1

Benchmark #3

Benchmark #2

libdnnmark Cudnn

CuBlas

Figure 4.1: Linkage graph of DNNMark.

DNNMark library, which encompasses all required functionalities of the DNN primitives. The

library also provides a general easy-to-use interface for various tasks (e.g., configuring the system,

initializing the system and running computations). Figure 4.1 shows the overall benchmark flow

using our DNNMark library.

As indicated in Figure 4.1, we first build up the DNNMark library libdnnmark with external

DNN libraries. When this is complete, several benchmarks can be built through linking to this library.

Following these steps, benchmark development can be simplified, and DNN-specific development

can be managed much more straightforward.

The centralized DNNMark library has a well-established architecture, where the software

workflow is well defined. As shown in Figure 4.2, the framework has several software modules

that handle different tasks and can also work cooperatively as a whole. The Config Parser is in

charge of interpreting information from the external configuration files and adding layers based on

the configuration parameters to the layer pool, and a data structure that holds all of the configured

layers supporting various DNN primitive types. The primary role of the Initializer is to set up the

tensors and the descriptors based on specified parameters through several encapsulated utility classes

in DNNMark. And the Runner module is the one that launches computations of the DNN primitives.

As presented in the figure, there is also a Data Manager module that interacts with the layer pool. It

is a functional software class that maintains and manages data chunks in GPU memory. Details of

this mechanism will be explained later.

From Figure 4.2, we can see the specific execution order, marked with numbers, in
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Figure 4.2: The software architecture of DNNMark.

the workflow. More specifically, once the DNNMark framework is started, we first access the

configuration file and locate the target sections in order to extract the parameters. Next, one or more

layers are added to the layer pool, and initialization starts. During the initialization phase, configured

layers request data chunks from the Data Manager and keep track of them. Finally, with model

construction complete, the actual computations can be started for benchmarking.

As mentioned previously, one of the most critical functions in DNNMark is data manage-

ment. The main job of the Data Manager is to maintain and manage data chunks in GPU memory, as

well as interact with layers in the layer pool. In order to obtain memory space for input/output or

parameters, the layers can request GPU data chunks of a specific size and then the Data Manager

will return the Data IDs corresponding to the requested GPU data chunks. With these IDs, layers

are able to assign the addresses of the allocated memory spaces. This design not only liberates

layers from performing data allocation but also provides a clean data management mechanism to

create composed models, where some data chunks are shared between layers. Figure 4.2 provides an

example of the Data Manager module. As shown in Figure 4.3, the three layers are assigned with

unique Data IDs, which can be further used to locate the actual memory space in GPU memory.

Given this design and implementation, DNNMark is highly configurable, easy to use, and highly

extensible.

Configurability: Following the workflow presented earlier, the first step of initiating a

benchmark is to read a self-defined DNNMark-specific configuration file. The file contains all the
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Data Manager

Layer pool Layer 0 Layer 1 Layer 2

Data 0 Data 1 Data 2

Chunk#0 Chunk#1 Chunk#2GPU mem

Figure 4.3: Data management mechanism of DNNMark.

configurable parameters. In this step, both DNNMark and the layer-specific parameters will be

extracted. List 4.1 shows an example of a configuration file.

Listing 4.1: Example of a configuration file.

[DNNMark]

run_mode=standalone

[Convolution]

name=conv1

n=100

c=3

h=256

w=256

previous_layer=null

conv_mode=cross_correlation

num_output=32

kernel_size=5
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pad=2

stride=1

conv_fwd_pref=fastest

conv_bwd_filter_pref=fastest

conv_bwd_data_pref=fastest

As shown in the configuration file, there is one general parameter which defines the

framework running mode. The next field specifies one convolution layer, and includes both general

and algorithm-specific parameters. The general parameters include those regarding layer names, data,

and kernel dimensions, while the algorithm-specific ones specify convolution mode and algorithmic

preferences for running forward and backward propagation. As we can see, allowing for configurable

algorithm-specific parameters in this framework enables us to explore a wide variety of GPU

execution patterns in a more flexible way. Besides, another aspect of this flexibility is that when

explicitly indicated, a benchmark can run a subset of the DNN primitives without the need to specify

a new configuration file.

Convenience: We provide a straightforward method to construct DNN-related benchmarks

thanks to the centralized design scheme of DNNMark. Our framework significantly shortens

benchmark development time and simplifies the procedure of adding additional DNN primitives. For

example, the data management and utility functions can be reused so that programmers only need

to concentrate on functional elements when adding a new primitive. Currently, we support seven

different DNN primitives that are essential parts of composing commonly-used DNN models such as

AlexNet [16]. But in the future, more primitives can be added easily.

Extensibility: As shown in list 4.1, DNNMark allows the user to specify the run mode as

a framework-specific configuration parameter. Presently, we support two modes: standalone and

composed. In standalone mode, benchmarks run in an isolated manner, meaning that only one DNN

primitive is invoked at a time. However, under certain circumstances, running a composed model,

where multiple DNN primitives are connected to represent a full network model, could be more

interesting. In a composed mode, the user can add a single DNN primitive to a new benchmark.

The procedure is as simple as editing a configuration file. List 4.2 shows another example of a

configuration file with the running mode set to ”composed”.

Listing 4.2: Example of a configuration file using composed mode.

[DNNMark]
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run_mode=composed

[Convolution]

name=conv1

n=1

c=3

h=32

w=32

previous_layer=null

conv_mode=cross_correlation

num_output=32

kernel_size=5

pad=2

stride=1

conv_fwd_pref=fastest

conv_bwd_filter_pref=fastest

conv_bwd_data_pref=fastest

[Pooling]

name=pool1

previous_layer=conv1

pool_mode=max

kernel_size=3

pad=0

stride=2

[FullyConnected]

name=relu1

previous_layer=pool1

num_output=32

In this example, there are three layers, Convolution, Pooling, and Fully Connected, linked together to

form a new model. Other than changing the run mode, the ”previous layer” parameter needs to be
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defined correctly in order to run properly.

4.2 Supported DNN Primitive

Next, we present the supported DNN primitives and models in DNNMark. Table 4.1 lists

the details.

Table 4.1: Supported DNN primitives and models in DNNMark.

DNN primitives and models Description

Convolution 2D Image convolution (chapter 2)

Pooling Down-sampling techniques (chapter 2)

Local Response Normalization (LRN)
Normalization technique inspired by

lateral inhibition (chapter 2)

Batch Normalization (BN)
Normalization technique to

achieve fast training converge (chapter 2)

Activation Non-linear activation functions (chapter 2)

Fully-Connected Layer Traditional neural network model (chapter 2)

Softmax Function of output layer (chapter 2)

AlexNet [16]

VGG16 [17]

Both cuDNN and MIOpen provide the implementation of the above DNN primitives,

with similar API interfaces and options. We use the phrase DNN library to represent cuDNN and

MIOpen. In DNNMark, we provide multiple algorithm options for convolution to capture the

different behaviors of the different algorithms flexibly. The FFT and Winograd are fast algorithms

that are widely used [49]. The former requires significant memory space, while the latter is memory-

efficient[150]. Our selected DNN library also allows the user to select the execution parameters in

terms of speed and memory usage, correspondingly recommending either a performance-oriented or

a memory-efficient algorithm. Likewise, DNNMark supports flexible parameter configurability for

all other DNN primitives. In the configuration file, the user can specify the parameters for each DNN

primitive type. For example, the Pooling has a different configurable mode, e.g., MaxPooling and

AvgPooling. LRN has configurable parameters such as k, α, β, N , and n, as indicated in equation 2.7.
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Table 4.2: Nvidia K40c Configurations

Type k40

Number of processor cores 2880

Warp size 32 threads

SIMD lane width 8

Maximum threads per block 1024

Number of 32-bit registers 65536

Maximum registers per threads 255

Configurable shared memory/L1 cache 64KB

Read-only data cache 48KB

L2 cache 1536KB

Memory interface 384-bit

Memory bandwidth 208 GB/sec

Memory size 12GB

Table 4.3: Library Details

Libraries Version

CUDA 8.0

CuBlas 8.0

CuDNN 5.0

The activation function has multiple configurable options, e.g., ReLU, Sigmoid, and Hyperbolic

Tangent. The softmax has different configurable algorithms and modes. We use the BLAS library for

the fully-connected layer, cuBLAS for NVIDIA GPUs, and rocBLAS for AMD GPUs.

4.3 Evaluations

4.3.1 Environment Setup

We select the Nvidia K40c [151] micro-architecture from the Nvidia Kepler family of

GPUs [152] to demonstrate the utility of our benchmarks. Table 4.2 describes the hardware details.

The library details can be found in table 4.3.
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Table 4.4: Selected benchmarks

Benchmark Batch size Number of Channel Height Width

Convolution 100 3 256 256

Max Pooling 100 3 256 256

LRN 100 32 256 256

Activation(ReLU) 100 32 256 256

Fully connected 100 9162 1 1

Softmax 100 1000 1 1

Table 4.5: Selected kernels of benchmarks

Benchmark Forward Kernel Backward Kernel

Convolution implicit convolve sgemm wgrad alg0 engine

MaxPooling pooling fw 4d kernel pooling bw kernel max

LRN lrn fw Nd kernel lrn bw Nd kernel

Activation(ReLU) activation fw 4d kernel activation bw 4d kernel

Fully connected(FC)
sgemm sm35 ldg

nt 128x16x64x16x16

sgemm sm35 ldg

nt 128x16x64x16x16

Softmax softmax fw kernel softmax fw kernel

4.3.2 Selected Benchmarks

In our evaluation, we chose to evaluate individual DNN primitives which include bench-

marks that are based on a subset of the layers in AlexNet. Table 4.4 lists all the selected benchmarks

and the dimensions of their inputs. Note that for each benchmark, both forward and backward

propagation are evaluated.

For some of benchmarks, there is more than one kernel in the corresponding API function.

In order to simplify the evaluation and comparison between benchmarks, we selected a collection of

representative kernels, as shown in table 4.5.

4.3.3 Results

We use the nvprof[153] profiling tool and present results based on several selected metrics

provided by the tool.

45



CHAPTER 4. DNNMARK: A DNN BENCHMARK SUITE FOR GPUS

conv pool lrn activation fc softmax
Benchmarks

0.0

0.5

1.0

1.5

2.0

2.5

3.0

3.5

IP
C

Forward propagation Backward propagation

Figure 4.4: Instructions per cycle achieved.
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Figure 4.5: The occupancy achieved.

Figures 4.4-4.6 present the execution Instruction Per Cycle (IPC), occupancy, and eligible

warps per cycle for six different DNN primitives, with both forward and backward propagation. IPC

provides us with a metric to measure instruction throughput and performance. Achieved occupancy

reflects, to some extent, the current thread activity. The number of eligible warps per cycle reflects the

effectiveness of the warp scheduler. Additionally, Figure 4.7 shows the GPU utilization of different
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Figure 4.6: The number of eligible warps per cycle.

hardware resources, including: L1/shared memory, L2 cache, DRAM, the ALU and the Load/Store

Unit.

From these profiling results, we can see the detailed program behavior of each benchmark.

For example, from the IPC results, we find that activation has relatively poor IPC for both forward

and backward executions. From Figure 4.7, we see that activation has low ALU utilization, but high

utilization of DRAM and the Load/Store Unit. The occupancy also captures this behavior, because

lower occupancy implies lower thread activity. From these observations, we can conclude that the

execution of activation is memory-bound. From the IPC results in Figure 4.4, we see that convolution,

pooling, LRN and the fully-connected layer all have high IPC. They have high ALU utilization, so

we can conclude they are compute dominated. But one interesting observation is that even though

backward pooling has significantly high occupancy, the IPC is in fact not as high as forward pooling.

4.4 Discussion

A DNN is not just a standalone application, but may also be an element of a larger

application. Given this particular structure, optimizing a single computation is no longer a solution

for deep learning algorithms. The entire problem has to be considered as a whole. Nevertheless,

treating deep neural networks as a complete black-box system also hinders the possibility of exploring

potential techniques to leverage current hardware. The recent solution to accelerate training of a
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Figure 4.7: A breakdown of GPU utilization.

DNN is still limited to adding more expensive hardware, building large-scale distributed systems and

computing clusters[154].

HPC solutions to deep learning are effective. Weeks of training can be reduced to days

or even just hours. But the price is also high. The question is whether learning applications are
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making efficient use of current hardware. In order to answer this question, a complete profile of each

primitive in a DNN needs to be performed. Only with the detailed hardware execution information

can computer architects begin to reason about new architectural features to support this workload.

Instead of throwing more hardware at deep learning applications, we feel it is a good time to take a

step back and explore the potential for new architectural features.

Since a GPU has impressive computional power and high-bandwidth memory to run the

training phase of DL, it has become an essential hardware platform for many deep learning systems.

Given that the GPU has a significantly larger number of compute resources than traditional computer

architectures, we need to make efficient use those massive resources. Equipped with DNNMark,

architects can now carry out a wide range of studies to improve performance and power. We plan

to explore newer features on more recent GPUs, including concurrent kernel execution [152] and

dynamic parallelism [152].
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Chapter 5

Characterization of a CNN Execution on

GPUs

A Convolutional Neural Network (CNN) is one popular variant of a DNN that leverages

convolution as its major linear transformation for feature extraction. It has been demonstrated

that a CNN can be very effective in vision and speech classification domains [16, 50]. Similar to

other models of deep neural networks, the essential computations in CNNs have been accelerated

using a GPU, especially given that most computational operations involving convolution are matrix-

based. Since GPUs are an effective target for accelerating matrix operations, they have been

quickly developed into a key resource for accelerating CNNs. However, there has only been limited

prior work with regards to the execution of this type of workload on GPUs. Given this limited

knowledge, it becomes challenging to optimize GPU architectures to run this class of compute-

intensive applications.

In this chapter, we capture and analyze the micro-architectural information from two GPUs.

The two GPUs are of different product families, a server GPU (Tesla K40) and a desktop GPU

(GTX1080), and from different microarchitectural families, Kepler and Pascal, respectively. We

study the microarchitectural implications of efficiently running CNNs. To begin this study, we have

selected to study AlexNet [16], which is a popular CNN model. Even though the AlexNet is not the

latest state-of-the-art CNN model, it covers most of the commonly used primitives in deep neural

networks. More importantly, AlexNet’s structure is simple to evaluate and its execution presents a

number of challenges to current GPU designs. In terms of an implementation of AlexNet, we utilize

DNNMark [68] to drive this study, providing a highly configurable and light-weight infrastructure
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that builds its core functionality using cuDNN [155] and cuBLAS [156]. These two highly optimized

libraries have been used in many DNN frameworks that leverage Nvidia GPUs. Considering their

performance, cuDNN and cuBLAS provide a rich software core for us to study DNN execution,

working at a microarchitectural level. In our evaluation, we report on execution performance, memory

behavior and resource utilization. Furthermore, we identify some of the major limiting factors in

GPU microarchitectures when executing DNN primitives.

Based on our results, we first characterize the performance trends of the workload on the

two GPU platforms and identify the characteristics of each layer. Then we show that the convolution

layer are the main bottleneck during execution of a CNN. From a microarchitectural perspective, we

also identify additional limiting factors in the convolution layer, including hardware limits, bandwidth

of texture cache. Other than that, we can improve the performance of CNN model with little or even

no source code modification. Given challenges in the cache hit rate across all of the layers, we can

optimize some layers by bypassing the L1 cache. When L1 cache bypass is enabled, the backward

propagation of one convolution layer can achieve a 6.2% speedup on GTX1080. Additionally,

we propose a kernel fusion method in which the kernels from the linear data transformation and

non-linearity layers can be combined to reduce unnecessary memory transactions without introducing

too much extra computation. We have constructed an experiment and observed that the entire DNN

model execution is accelerated by 4% on GTX1080. We also discuss the results accordingly.

Although the convolution layer is the main limiting layer in convolutional neural networks,

we notice a trend that as hardware advances with many optimizations specifically proposed for linear

transformations such as convolution, the other layers start to contribute more in execution time.

Hence, a thorough characterization of each primitive should be carried out in order to understand the

overall execution behavior of CNNs for future optimization.

5.1 Evaluation Methodology

5.1.1 Workload

In this chapter, we select the AlexNet model to drive our characterization study. Although

it is not the latest CNN model, it provides an organization that lends itself to evaluation, while

including almost all of the primitives widely used in current state-of-the-art CNN models. Therefore,

our microarchitectural characterization when running Alexnet can serve as a representative CNN

model. Figure 5.1 shows the organization of AlexNet. As shown in this figure, AlexNet consists of 5
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Figure 5.1: The organization of AlexNet.

convolution layers, 3 fully-connected layers, 3 maxpooling layers, 2 LRN layers, 7 ReLU activation

layers, and 1 softmax layer. The number of operations in each layer is listed in Table 5.1. Note that

we count every occurrence of either arithmetic or logical operations.

In terms of workload, we select cuDNNv6[155], a highly optimized DNN library specifi-

cally designed to run on Nvidia GPUs. This implementation has been used extensively by the deep

learning research community, since it provides a user-friendly interface and is able to achieve high

performance in terms of execution time. We use DNNMark [68], a configurable DNN benchmark

suite composed of both cuDNN and cuBLAS, to construct the AlexNet model. Unlike applications

found in other popular DNN frameworks, the AlexNet benchmark constructed within DNNMark is

designed specifically for measuring hardware performance, essentially reducing the benchmarking

effort by removing the need to develop new code. For input, we use a set of synthetic images,

generated in batches, with the same dimensions as shown in the figure 5.1.

5.1.2 Hardware

In this chapter, we select the Nvidia Tesla K40 [151] and the GTX1080 [157] as the

hardware platforms to run our experiments. The K40 microarchitecture was developed as part of

Nvidia Kepler family of GPUs [152], while the GTX1080 is part of the Pascal family. They represents

different product grades, as well. K40 is designed for servers, while the GTX1080 is designed for

desktop acceleration. These two platforms have different architectures and computing capabilities,

serving as good candidates to capture performance trends, while migrating the same workload from

one platform to another. Table 5.2 provides details about each device.

5.1.3 Profiling Tools

Capturing and parsing the micro-architectural information of CNNs has many challenges

due to the limitations of the Nvidia profiler, nvprof[153]. These issues include: i) some layers
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Table 5.1: Number of operations in each layer of AlexNet.

Layer Number of Operations Layer Number of Operations

conv1 210M conv4 448M

relu1 290K relu4 65K

lrn1 4M conv5 299M

pool1 630K relu5 43K

conv2 896M pool5 83K

relu2 186K fc6 75M

lrn2 3M relu6 4K

pool2 389K fc7 33M

conv3 299M relu7 4K

relu3 65K fc8 8M

softmax 1M

invoke the same GPU kernel, but specify very different kernel template arguments, meaning that

even though the kernel names are identical, they are in fact different kernels. If we want to capture

the layer-specific information, using the kernel name only is not sufficient to uniquely identify the

kernel; ii) some layers launch the exact same kernel based on their invocation order, according to the

network model, so profiling using only the kernel name will return average results for these layers.

Therefore, we need to take the invocation order into account so we can capture the information of

each individual layer.

This imposes challenges to tie the characterized microarchitectural information to a specific

layer. In order to address this challenge, we designed a database-backed trace tracking system that

can capture the microarchitectural information for each layer in the CNN model. We establish a

relational database to store platform-specific information, providing indices including the layer ID,

kernel name, invocation order, and etc. With the help of this trace tracking system, we are able to

obtain layer-specific micro-architectural information in a convenient and accurate manner. Figure 5.2

shows the overall workflow of the trace tracking system. We first profile the general execution

information, i.e. kernel name and invocation order to create the relational database table, and then we

leverage the database to profile the layer-specific microarchitectural metrics and extract the necessary

information to drive our analytical tools.
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Table 5.2: Nvidia Tesla K40 and GTX1080 configuration details.

Type Tesla k40 Pascal GTX 1080

Number of processor cores 2880 2560

SIMD lane width 8

Maximum threads per processor 2048

Maximum threads per block 1024

Number of 32-bit registers 65536

Maximum registers per threads 255

Shared memory 64KB shared 96KB dedicated

L1 cache 64KB shared 64KB shared

Read-only data cache 48KB dedicated 64KB shared

L2 cache 1536KB 2048KB

GPU maximum clock rate 745Mhz 1607MHz

Memory clock rate 3004Mhz 10000MHz

Memory interface 384-bit 256-bit

Memory bandwidth 208 GB/sec 320 GB/sec

Memory size 12GB 8GB

5.1.4 Experimental Setup

Our experimental framework is designed to capture microarchitectural information at a

kernel level for each layer involved in computing a single iteration during the AlexNet training process,

without applying SGD. Thus, we focus on the execution of forward and backward propagation. A

full evaluation of SGD during training is future work. Although hundreds of thousands iterations

will be involved in a complete training, we believe the evaluation of one single iteration can be

generalized given that performance metrics are measured at a kernel level, and for each iteration,

the same kernels are executed. We use our database-backed trace tracking framework to capture the

information from the GPU kernels launched. We run the same experiments with various batch sizes.

The number of images in one batch is 16, 64, and 128, which are typical batch-size configurations

used in practice.
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Figure 5.2: Database-based trace tracking system.

5.2 Evaluation results

In this section, we present several key metrics that capture performance in terms of

microarchitectural details. Our evaluation is done on a kernel basis. Considering that cuDNN uses a

flexible strategy to instantiate kernels while varying template arguments for optimization purposes,

we use the layer name rather than kernel name to present our evaluation results, even though the

results are measured for kernels of primitives in cuDNN and cuBLAS.

5.2.1 Performance Analysis

First, we evaluate the runtime of each layer involved in one epoch of AlexNet, running

across various batch sizes. This gives us a overview of performance for each layer, allowing us

to identify the important steps during model execution. Since both the size of input image, as

well as the training parameters, are fixed in the model, the batch size becomes the only variable

that controls the scale of the final workload and size of the intermediate data. Figures 5.3 and 5.4

showcase the run times of AlexNet running on the K40 and GTX1080, respectively. During backward

propagation, layers with trainable parameters should have at least two computations performing both

data and backward propagation of weights. Bias is not considered in this chapter, since the related
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computations are very simple.
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Figure 5.3: Runtime of AlexNet on the K40.

From Figures 5.3 and 5.4, we can clearly see that the layers performing linear transforma-

tions are the major bottlenecks during the execution of the entire AlexNet model on both platforms.

Convolution layers dominate performance of the linear transformations. This trend is consistent

across both platforms, which shows that using a larger batch size leads to better throughput in

terms of image processing, meaning that the both platforms achieve good scalability. The execution

time is drastically reduced on the GTX1080, though the runtime of the other layers (other than the

convolution layers) tends to become more prominent. Moreover, we noticed that the execution time

of each layer is well-correlated with the number of operations indicated in Table 5.1. All of the linear

data transformation layers take longer to finish.

In Figure 5.5 we report the speedup of running AlexNet on a GTX1080, using the K40

performance as a baseline. Generally, the GTX1080 has more SMs, (although there are fewer

CUDA cores in each SM) and a higher clock rate in terms of both processing cores and memory,

so the speedup is expected. But it can be observed that the performance gain for each layer varies.

The convolution, fully-connected and pooling layers have significantly higher speedup than the

activation (ReLU) and softmax layers. The LRN layer has relatively higher speedup during backward

propagation versus forward propagation. Based on this observation, we find that the more advanced

hardware has a varied impact on the different layers while the floating-point instruction counts are

basically equal in the applications built for each platform. The floating-point instruction counts

of layers in backward propagation are listed in Figure 5.6. Note that we only present the results

from backward propagation because we noticed that the metric trends for the forward and backward
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Figure 5.4: Runtime of AlexNet on the GTX1080.
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Figure 5.5: Speedup of running AlexNet on the GTX1080, using K40 performance as the baseline.
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Figure 5.6: The floating-point instruction counts.

propagation across every layer are very similar in most cases, and backward propagation is the most

critical part during the CNN training. We present results for a batch size of 128, since that this

configuration can fully utilize the massive hardware of a GPU.
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Figure 5.7: Stall breakdown for AlexNet running backward propagation on the K40.

5.2.2 Characteristics Analysis of Layers

Next, we delve a step deeper into the microarchitectural details that can explain the

difference in terms of performance observed across different layers. First, we highlight the reasons for

stalls during kernel execution on the baseline K40 platform in order to understand the characteristics

of each layer. Figure 5.7 shows a breakdown of the stalls in each layer of AlexNet while running on

the K40.

Based on the stall categories chosen, we can identify the major bottlenecks present in

each layer, identifying the two largest contributors. We select conv2 w, relu2, lrn2, pool2, fc6 w,

and softmax to represent convolution, activation, LRN, pooling, fully-connected, and softmax

layer, respectively. As indicated in the figure, the two dominating stall categories for conv2 w are

stall exec dependency and stall not selected. The former indicates the intrinsic program characteris-

tics of this layer, meaning that there are many dependencies during instruction execution within a

warp. The latter implies the warp is not selected to run since the scheduler selects competing warps.

In other words, the SMs are always busy when warps are scheduled. Therefore, the performance

of conv2 w is mainly bound by compute resources. The two major stall reasons for relu2 are

stall memory throttle and stall memory dependency. The sources of these stalls are obvious. The

former is caused by memory bottlenecks, and the latter is due to program characteristics related to

data dependencies when executing memory loads and stores. Hence, the relu2 layer is memory-bound.

Due to the dominant reasons for stalls in lrn2, pool2, and softmax as indicated in the figure, they

are all compute and memory bound. fc6 w is somewhat special in that it is partially bounded by

memory and partially bounded by instruction fetch. Even though there is little public documentation

describing how instruction fetch works on Nvidia GPUs, we believe it should be related to the

performance of the warp scheduler, which will be explained later when we look at the results of the

GTX1080.
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Given the characteristics of the representative layers/ primitives, it is expected that perfor-

mance gains will vary on differnt hardware. Generally, a higher core clock rate and more SMs should

benefit compute-intensive applications more, while increasing the memory clock rate only creates

limited benefits. Since data load/write performance is not only dependent on the memory clock

rates, but also on the demands and bandwidth of the different memory components in the memory

hierarchy, the improved performance is due to using a faster memory clock rate. But this is only true

for memory-bound applications. In contrast, higher processor clock rates and larger number of SMs

will have a direct impact on the FLOP rate. Hence, this explains variations in performance gains as

we migrate AlexNet from the K40 to the GTX1080 (which has more SMs and higher processor and

memory speeds).

In Figure 5.8 we present the breakdown of stalls when running AlexNet on the GTX1080.

We can see how the distribution of stalls change when running with a higher clock rate and with a

larger number of SMs. One interesting change is that stall memory throttle have been eliminated in

all layers due the fact that the GTX1080 provides a faster data-path for moving data between cores

and memory. For the relu2 layer, the major reason for stalls is tied to program characteristics that are

highly dependent on memory operations. Increasing the memory frequency should lead to limited

performance benefits, given that relu2 is similar to a streaming application with little temporal locality.

The breakdown of stalls in conv2 w does not change much. Given that we see that the scheduler is

choosing to run other warps, this layer still has headroom to improve if a higher GPU core clock

rate is used, or SMs are added. The lrn2, pool2, and softmax layers become memory-bound on

GTX1080, because the compute performance of the GTX1080 over the K40 has improved more

versus the memory performance of the two systems. The fc6 w layer is both memory and compute

bound. Since we see the same warp scheduling issues we encountered in the conv2 w layer, there is

headroom to improve performance for fc6 w. The new scheduler design in the Pascal architecture

significantly alleviates the problems experienced with instruction fetching on the K40, so the new

scheduler is able to handle more warps [158].

Finally, we report ALU utilization for both platforms, considering that this metric reflects,

to a greater extent, how well the hardware can be exploited. Figure 5.9 shows the ALU utilization

while running AlexNet. As shown in the figure, almost all of the layers involved in linear transfor-

mations have higher ALU utilization levels on the GTX1080. There is one case in lrn1, where the

utilization level on GTX1080 is lower. This is because the LRN layer becomes memory-bound on

the GTX1080, due to the increased computing capability, requiring more data to be accessed, and

results in more processing core idle time.
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Figure 5.8: Stall breakdown for AlexNet, running backward propagation on the GTX1080.
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Figure 5.9: Compute unit utilization levels.

5.2.3 Memory Access Behavior

In this section, we focus on characterizing the memory behavior of each layer in AlexNet.

Generally, in a discrete GPU, other than the main memory, the other critical memory component is

the cache. The design of cache takes advantage of the locality present in applications, both in time

and space, reducing the latency between instruction processing and memory access. In the GPU

models we use, there are three different types of cache working together to support the streaming

multiprocessors: i) an L2 cache, ii) a texture cache, and iii) an L1 cache, as shown in Figure 2.6.

Additionally, there is also a fast on-chip scratch-pad memory, which is treated as GPU shared memory,

for the programmer to use to achieve better performance. Depending on the memory space specified

by the CUDA programmer, the processor will initially request the data from either the L1, shared

memory, or the texture cache. If not present in any of the three locations, the data will be requested

from higher levels in the memory hierarchy.

Given that the K40 and GTX1080 have different on-chip memory arrangements, as ob-
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Figure 5.10: Cache hit rate for backward propagation of selected layers on the K40.
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Figure 5.11: Cache hit rate for backward propagation of selected layers on the GTX1080.

served in Table 4.2, we showcase the cache hit rate on both platforms. In this section, we only present

a subset of layers in backward propagation, using a batch size of 128 for simplicity, because the

layers of the same type have very similar characteristics, as discussed earlier in our stall analysis and

in our utilization evaluation. Likewise, we select conv2 w/d, relu2, lrn2, pool2, fc6 w/d, and softmax

to represent convolution, activation, LRN, pooling, fully-connected, and softmax layer, respectively.

We also only present backward propagation with a batch size of 128 for the same reasons as in our

earlier discussion. Figures 5.10 and 5.11 present the cache hit rates of all caching components.

From the cache hit rates shown for the K40 in Figure 5.10, we notice that layers of the

linear data transformation make good use of the texture cache, because both the convolution and

fully-connected layers exhibit a high degree of spatial locality. The texture cache is designed i to

take advantage of spatial locality. The L1 cache is a bit too small to handle this data. As a result, we

see no L1 activities. In terms of the L2 hit rate, we can see cache accesses exist in almost every layer

except the activation layers. This is caused by the element-wise operations present, so the activation

layer acts as a streaming application with no temporal locality. Likewise, the texture cache is heavily

utilized as well on the GTX1080. Even the activation layer, which has no temporal locality, makes
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use of the texture cache to exploit spatial locality. To provide a fair comparison, we enable the L1

cache on the GTX1080 by toggling the corresponding compiler flag [66]. However, the L1 cache is

unified with the texture cache, so it is difficult to observe any L1 cache activity merely through the

texture cache hit rate. To address this issue, we compare the texture cache hit rate between the two

cases where the L1 cache is enabled and then disabled. The results show no change in the texture

cache hit rates, meaning that there is basically no L1 activity.

Next, we analyze the number of memory transactions and memory throughput for each

level within the GPU memory hierarchy. Besides the improvements in memory throughput at every

level of memory (thanks to the increased clock rate), we also notice an increase in the number of

memory transactions handled by the memory components on the GTX1080, specifically in shared

memory and L2 cache accesses. In contrast, the number of memory transactions issued to the DRAM

is reduced significantly. This means that the larger L2 cache allows the kernels to better exploit

locality, storing data closer to the processor and reducing DRAM request. Similarly, a larger shared

memory provides more opportunities to store data structures that will be re-used frequently.

Although there are many differences in memory performance between the two GPUs, the

trend in these metrics for the two platforms is still very similar in most cases. To provide perspectives

from both the processor side and the memory side, we split the metrics into two parts, each of which

represents the memory components closer to the processor or closer to the DRAM, respectively.

Figures 5.12- 5.13 show the number of memory transactions and the memory throughput in various

memory components. Note that we only present results from the GTX1080 because the trends are

very similar.

From Figure 5.12a, we can see that the linear data transformation layers rely heavily on

shared memory and the texture cache. As indicated in the cache hit rate figures, both the convolution

and fully-connected layers possess high temporal and spatial locality, given that data accessed within

a region is repeatedly accessed. As a result, there are a large number of memory transactions issued

to these two memory levels, especially read requests. This means that some shared memory data is

heavily reused during the computation. On the contrary, for other layers, the utilization of shared

memory and texture cache is very limited. Even for the pooling and LRN layers, the data reuse rate

is very low. Figure 5.12b supports the previous statement. For the other layers, including pooling,

LRN, activation, and softmax, the number of memory transactions does not vary significantly across

the memory hierarchy.

With regards to memory throughput, In Figure 5.13a, we can see that shared memory

throughput was almost 4x higher than on the texture cache, even though the number of memory
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Figure 5.12: (a) Number of memory transactions in memory components closer to processor. (b)

Number of memory transactions in memory components closer to DRAM.

transactions in these two components is similar for the convolution layers. This suggests that shared

memory has much higher bandwidth than the texture cache. For instance, shared memory usually

takes 38 cycles to read, while the texture cache takes 436-443 cycles [159]. The latest hardware has

shortened the performance gap between those two, but the gap is still large. Thus, the bandwidth of

the texture cache is a limiting factor for the convolution layers.

Note that increasing the bandwidth of texture memory without taking other associated

memory components into account, could result in limited benefits. For example, if the texture cache

becomes much faster than the L2 cache, the L2 cache will become the bottleneck. Increasing the

bandwidth of the texture cache further would not benefit performance.

From Figure 5.13b, we can see that the throughput of DRAM in the activation layers is

higher than that for the other layers. This is because the memory access patterns in the activation
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Figure 5.13: (a) Memory throughput of memory components closer to processor. (b) Memory

throughput of memory components closer to DRAM.

layers are more regular, meaning that memory requests can be coalesced, resulting in a better ratio

between the size of useful data to the number of memory transactions. Given that throughput is

computed using the size of the requested data, divided by the time between the first and last memory

transaction, a higher ratio leads to higher throughput.

We evaluate the utilization of the memory hierarchy in Figure 5.14. We show how each

layer utilizes individual memory levels in the hierarchy. We find that the convolution layers can

leverage shared memory and the texture cache, while activation layers utilize the DRAM heavily

during the execution.
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Figure 5.14: Memory components utilization of selected layers on the GTX1080.

5.2.4 Potential Optimization

From our analysis, we propose a number of design changes that can benefit CNN execution

on GPUs, especially the GTX1080. First, we begin with the major bottleneck which are present

in the convolution layer, as seen in Figures 5.3 and 5.4. Stalls during convolution are due both to

intrinsic program characteristics and the limits of the hardware (even on the GTX1080). A simple

solution is to add more SMs to the GPU. Increasing the DRAM bandwidth on the GTX1080 will

not benefit the CNN throughput very much. Instead, if we increase the bandwidth of the texture

cache, we should see much better performance. As discussed earlier, a significant number of memory

transactions occur in the texture cache, but given its meager bandwidth, we see bottlenecks. Thus,

we need to reduce the read latency of the texture cache.

Next, we find that L1 cache is essentially unused in most of the layers. The main reason is

that the L1 cache is too small to hold data that has a strided access pattern. Based on this observation,

we can enable L1 cache bypassing [160] for selected layers to avoid unnecessary data requests

to the L1 cache. When we re-run our application with the L1 cache disabled for both reads and

writes, we observe a speedup in some layers for both forward and backward propagation. From these

results, we find that a single layer used in backward propagation (i.e., calculating the convolution

layer weights) can achieve a 6.2% speedup on the GTX1080. However, this approach is limited

in terms of achieving better overall application throughput. One issue is that some layers exhibit

temporal locality, so L1 cache bypassing needs to be applied selectively in these layers. If we focus

on optimizations that only benefits a subset of layers, the overall performance gains will be limited.

Another optimization we explore is to apply kernel fusion [161] for the linear data trans-

formation layers and the non-linear activation layers. As observed in the results from the utilization

breakdown, the activation layers place little pressure on compute resources due to their simple,
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element-wise, operations. The idea is to combine linear data transformation and non-linearity. By

doing so, we can eliminate all activation layers in the neural network model, leading to a significant

reduction in the number of memory transactions, with only a small amount of added work performed

in the linear data transformation layers. Although the runtime of the activation layers is insignificant,

we can still save the time spent on running the driver and kernel launch, improving power efficiency as

well. Given that cuDNN is not an open-source library, we are not able to further explore kernel fusion

opportunities. So in order to evaluate the potential benefits of kernel fusion, we directly removed

activation layers, assuming that the additional computation in the linear data transformation layers

can be ignored. In this experiment, we measure the overall runtime, not just the kernel execution

time. We are able to achieve a speedup of 4% on average. As the activation layers only take 3% of

the overall execution time, we save approximately 1% the time spent on driver and kernel launch.

5.3 Discussion

CNNs are quickly becoming very important applications in a number of application

domains. CNN computations have a distinct characteristics both in computing and memory re-

quirements. Given the diversity of CNN applications, exploring characteristics of the basic prim-

itives in a CNN is a pre-requisite when attempting to accelerate this class of applications. Some

researchers have explored using custom hardware (i.e., ASIC and FPGA) for application-specific so-

lutions [43, 44, 57, 45, 142]. However, the GPU is still a preferred accelerator for high-performance

training, given that it provides a much simpler programming interface and larger memory space

for storing large amounts of training data [64, 141, 86]. Our evaluation in this chapter focused

on the microarchitectural demands associated with CNNs when mapped to two different NVIDIA

GPUs. We evaluated how the same workload scaled on different platforms. We also analyzed

microarchitectural metrics across different layers, considering the pressure placed on both compute

units and memory components. We also proposed optimizations based on the observed bottlenecks

and insights.

As presented in previous studies, there have been a number of optimizations proposed

to maximize the performance of DNNs on GPUs. Most of these approaches focus on improving

the memory efficiency [122], exploiting the data reuse pattern [123], or designing efficient GPU

kernels [124]. However, the optimizations to increase parallelism and memory efficiency are reaching

upper bound on performance [162]. Our characterization results suggest the same, i.e., proposing

more efficient optimizations is challenging. Consequently, researchers are pursuing algorithmic

66



CHAPTER 5. CHARACTERIZATION OF A CNN EXECUTION ON GPUS

changes to DNNs to inspire novel methods to achieve further performance gains. Of the many

approaches pursued, two have attracted our attention: 1) sparsity exploitation [43, 57, 138, 137]

and 2) model compression [163, 90, 133, 164]. Both sparsity exploitation and model compression

essentially reduce computation and memory accesses, potentially enabling novel hardware design

and optimizations. In chapters 6 and 7, we present our work considering sparsity exploitation and

model compression, respectively.

67



Chapter 6

Spartan: A Sparsity-Adaptive

Framework to Accelerate DNN

The dominant computations used during DNN training are matrix-based operations (Gen-

eral Matrix Multiplication or GEMM). Spurred on by the emergence of high performance accelerators

that are able to perform billions of matrix-based operations efficiently, training a large-scale DNN

has become a reality. The time to train a DNN has been greatly reduced when using GPUs [155],

thus enabling this class of algorithms to reach unprecedented popularity.

To support high-performance training of DNNs with large datasets (e.g. ImageNet [15]),

GPU vendors started to design high-end platforms incorporating state-of-the-art GPUs and high

bandwidth interconnects. The latest DGX-A100 system from NVIDIA can achieve 5 petaFLOPS

with 8 NVIDIA A100 Tensor Core GPUs interconnected by Mellanox [165]. The latest AMD’s

machine learning specific MI-50 accelerator can achieve up to 26.5 TFLOPS FP16 and 13.3 TFLOPS

FP32 [166].

In spite having more compute and memory resources added in each new generation of GPU,

vendors are not kept pace with the requirements of DNN training (e.g., training Resnet-200 on the

ImageNet dataset takes 3 weeks on 8 GPUs [167]). As a result, The computer architecture community

has explored methods to improve execution efficiency and memory usage when processing DNNs. Of

the many approaches pursued, leveraging weight/activation sparsity has attracted a lot of attention [43,

44, 64, 141, 45, 168]. Prior studies have explored exploiting sparsity to accelerate DNN computations

during both training and inference on customized platforms (e.g., FPGAs and ASICs) [43, 44, 45,

142]. For inference, the major source of sparsity occurs after applying weight sparsification and
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quantization [162]. In contrast to inference, for training, sparsity is produced by the ReLU activation

function during both forward and backward propagation, and in the Max Pooling layer during

backward propagation [64]. A recent study found that there can be as much as 90% activation

sparsity in AlexNet [169].

Currently, leveraging sparsity for accelerating training mainly targets customized plat-

forms [142]. Exploiting sparsity during training on a GPU has been largely unexplored, even though

GPUs still serve as the primary platform for training large-scale DNNs [167]. GPUs can effectively

accelerate both dense [156, 170] and sparse [61, 110] matrix operations. Given the large number of

zero values detected during training, employing sparse matrix operations should be able to further

reduce training time on a GPU. We focus on leveraging activation sparsity for the following reasons:

1) we observe limited weight sparsity (less than 1%) during DNN training, and 2) we do not explore

weight sparsification and quantization methods in order to keep training lossless. We focus on

accelerating convolutional layers, as they are the most compute-intensive layers in a DNN and take

over 90% of the overall execution time [58].

DNN training presents many challenges when attempting to leverage activation sparsity.

The training of a DNN is an iterative and dynamic process. The content of the activation maps

keeps changing due to the randomly selected inputs (e.g., a batch of images) throughout the training.

Therefore, efficiently leveraging activation sparsity during training presents the following challenges:

i) tracking and profiling data sparsity introduces high overhead due to the data movement between

the CPU and the GPU; ii) the contents of activations change dynamically throughout every iteration,

requiring low-overhead dynamic sparse format conversion. The conversion overhead of current

popular sparse matrix formats is too high for dynamic conversion, because: 1) the generation of

the indexing information is inherently a serial process, and 2) multiple data structures are needed,

involving many write operations. As a consequence, the overhead of dense-sparse matrix format

conversion can outweigh the benefits of using sparse matrix operations.

In this chapter, we present Spartan, a sparsity-adaptive framework to accelerate training of

DNNs on a GPU. We first characterize sparsity patterns present in activations used in DNN training.

We also consider the current state-of-the-art approaches for managing sparse matrices. Then, we

highlight the challenges of leveraging the sparse data while trying to accelerate DNN training. Based

on key observations from our characterization results, we propose the Spartan framework to address

these challenges.
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Figure 6.1: The sparsity trend from one activation map of CifarNet.

6.1 Motivation For Exploiting Sparsity During DNN Training

Next, we present our characterization of activation sparsity observed during DNN training.

We also review the performance associated with state-of-the-art sparse matrix multiplication solutions.

Given the high sparsity levels (up to 80%) observed during the training process, and the inherent

inefficiencies of existing sparse matrix multiplication solutions [109, 110, 61], we are motivated to

develop our Spartan framework that incorporates both software and hardware features. We focus on

characterizing activation sparsity for two reasons: 1) we observe limited weight sparsity during DNN

training, and 2) we do not explore weight sparsification and quantization methods in order to keep

training lossless.

6.1.1 Activation Sparsity During DNN Training

Popular DNN models [16, 17, 18, 19] employ linear layers that include convolutional

and fully-connected layers, as well as non-linear layers that include max-pooling layers and ReLU

activation functions. The ReLU activation function outputs zeros if the input is negative, creating

sparsity. Also, the max-pooling layer performs a downsampling operation during forward propagation

and an upsampling operation during backward propagation. The upsampling operation also generates

a large number of zeros.

Figure 6.1 illustrates the sparsity trends that occur during generation of one activation by

a ReLU activation function after the second convolutional layer of CifarNet [171], trained using

the CIFAR-10 dataset. From the figure, we notice significant sparsity (around 70%), even though

there is great diversity in the input values across training iterations. We observe similar trends across
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Figure 6.2: The sparsity trend from one activation map of AlexNet.

different variants of DNN models, such as AlexNet, VGGNet, and ResNet. Figure 6.2 show the

sparsity trends of one activation of AlexNet trained with ImageNet data. We can summarize the

sparsity patterns observed as follows:

1. The sparsity patterns and distribution of zeros change over time. This is because the training

input changes on each iteration.

2. Activation maps from different layers contain different degrees of sparsity and sparsity trends

over time.

3. The sparsity pattern exhibits negligible variance during short periods across consecutive

training iterations.

4. The sparsity level increases gradually, then remains stable across many training iterations.

According to observations 1 and 2, we need an appropriate sparse format conversion to be

dynamically convert data efficiently that is stored in a dense format to its sparse format, enabling

effective use of sparse matrix operations on demand. In addition, observations 3 and 4 suggest that

exhaustive profiling of sparsity during every iteration is not needed, motivating us to develop an

efficient profiling mechanism.

6.1.2 Characterization of Sparse Matrix Operations

Both convolutional and fully-connected layers use General Matrix Multiplication (GEMM)

as their primary computational kernel. The computation in the fully-connected layers can be directly

represented by GEMM, while the computation in the convolutional layers can be a combination
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Figure 6.3: Execution time breakdown for convolution using clSparse and rocSparse, compared with

MIOpen.

of an im2col operation (transforming high-dimensional activation/feature maps into a 2D matrix)

and a GEMM operation [155]. Convolutional layers dominate the overall DNN training time.

In particular, the convolutional layers alone can contribute to approximately 90% of the training

time [58, 88]. Therefore, in this chapter we are focused on improving GEMM-based convolutional

layer performance, given its dominance on training performance.

Next, we capture the execution time of a convolutional layer during the forward propagation

operation, comparing the performance when using a popular Compressed Sparse Column (CSC) [172]

and a dense format. We configure the convolutional layer using a filter size of 5 × 5 × 64 × 64

(CifarNet [171]). We evaluate the convolutional layer using a dense format with AMD’s MIOpen,

using both im2col and dense GEMM kernels [173]. When using a sparse format, we include the

dense-to-sparse conversion (implementation provided by the clSparse [109] library) between the

im2col and the sparse GEMM (using the implementation in the rocSparse library [110]).

The execution time breakdown, as shown in Figure 6.3, suggests that using a sparse matrix

multiplication can significantly reduce the GEMM execution time. However, as the dense-to-sparse

format conversion introduces large overhead (approximately 85% of the overall execution time),

the overall execution time of the convolutional layers increases when using a sparse format. To

exploit the sparsity present in DNN training, we need a new solution that can hide the dense-to-sparse

conversion overhead and accelerate the convolutional layers.

6.2 Sparsity Monitor

In this section, we present our sparsity monitor design, providing efficient and flexible

sparsity monitoring during DNN training. The sparsity monitor detects activation sparsity before

each convolutional layer in a DNN model, determining when to leverage our sparse GEMM kernel
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acceleration dynamically, depending on the detected sparsity level. Running on the CPU, our monitor

is designed to reduce the overhead of data movement between the CPU and GPU. Figure 6.4a

presents an overview of the sparsity monitor, which consists of three components: 1) a scheduler,

2) a sparsity list, and 3) a sparsity calculator. The regular workflow of the sparsity monitor is as

follows. First, the model information (i.e., the structure of the DNN model and a list containing

which activation maps we select to monitor) is sent to the scheduler to initiate the monitoring process.

Next, the scheduler determines when to profile the activation maps and enables the sparsity calculator

to compute the degree of sparsity based on the selected activation maps (Data). Then the scheduler

manages and updates the sparsity list that contains the sparsity for individual activation maps being

monitored.

The scheduler manages and monitors each individual activation map by regulating two

important parameters: 1) the monitoring period, and 2) the monitoring duration. The former

determines the timing gap between two monitoring processes, while the latter indicates the length of

the monitoring process. To avoid exhaustive monitoring, the monitoring duration should be smaller

than the monitoring period. Once determined by the user, the monitoring duration remains the same

across all monitoring processes. The monitoring period, on the other hand, can be dynamically

changed to further reduce the profiling overhead. Specifically, we consider the importance of

observations 2, 3 and 4 presented in Section 6.1.1. We propose multiple mechanisms to assist with

periodic monitoring, dynamically adjusting the monitoring period. The mechanisms are: i) flexible
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Figure 6.5: Three monitoring processes with flexible monitoring and fast monitoring disabled.

monitoring, ii) fast termination, and iii) dynamic management of the monitoring period management.

i) Flexible Monitoring provides a mechanism to regulate the monitoring period in a

flexible manner. For each individual activation map, the monitoring process can have a different

monitoring period. As per observation 2, activation maps from different layers present different levels

of sparsity and the sparsity associated with these activation maps may change over time. Therefore,

flexible monitoring can be more efficient in managing the monitoring process than using only a single

monitoring period. Figure 6.5 shows two examples of a flexible monitoring process. In particular,

the Data#2 (green monitoring process) and Data#3 (orange monitoring process) are two monitored

activation maps that have different monitoring periods.

ii) Fast Termination stops the monitoring process if the detected sparsity level is below a

user-defined threshold. By doing this, the monitoring duration is reduced to avoid useless monitoring.

Figure 6.5 also shows an example of fast termination where the monitoring process stops for Data#1

(blue monitoring process) immediately after a low sparsity level is detected.

iii) Dynamic Monitoring Period Management is a key mechanism for reducing data

movement overhead, tuning the monitoring period dynamically according to the sparsity variance

observed throughout many training iterations. Dynamic Monitoring Period Management maintains a

two-state finite state machine: 1) Active and 2) Hibernate. We introduce these two states to handle

two possible scenarios according to observation 4: 1) when sparsity changes gradually and 2) when
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sparsity remains at a stable level. In the Active state, the monitoring period is shorter and can

dynamically respond based on a Dynamic Period Adjustment Algorithm (DPAA), depending on the

current sparsity trends. While in the Hibernate state, the monitoring period is longer and shared by

all monitored activation maps for simplicity (further details below). The transitions between the

two states are shown in Figure 6.4b. The conditions for transitions are regulated by Algorithm 2, a

Sparsity Stability Detecting Algorithm (SSDA).

DPAA is enabled only in the Active state, adjusting the monitoring period of each individual

activation map. The DPAA (Algorithm 1) can adjust the monitoring period by maintaining history

and storing the most recently measured sparsity for every monitored activation map managed in the

sparsity list. The algorithm first collects the measured sparsity and adds it to a history list, saving only

the last few measured sparsity levels. Then it checks the difference between the most recent sparsity

and the oldest in the history list. If the absolute difference is smaller than a threshold, we double

the length of the monitoring period in the Active state. The process continues until the monitoring

period is larger than the one used in the Hibernate state.

SSDA detects the stability level of sparsity, determining when to transition between the

Active and Hibernate state. As described in Algorithm 2, in the Active state, the algorithm polls

through the sparsity list in Figure 6.4a. If the sparsity levels of all selected monitored activation maps

become stable, the state can transit to Hibernate, a state where all activation maps share the same

monitoring period. While in the Hibernate state, if any of the monitored activation maps exhibit

unstable sparsity trends, the state transits to Active, resetting the monitoring period for all monitored

activation maps to the initial monitoring period.

6.3 ELLPACK-DIB Based GEMM

In this section, we explore a novel sparse format named ELLPACK-DIB and a tile-based

GEMM algorithm designed to effectively exploit this format.

As discussed in Section 6.1, when using the CSC format, the dense-to-sparse conversion is

costly in terms of execution time. Regular sparse formats, such as CSR/C [172] and COO [172], use

multiple data structures to store the non-zero elements and indexing information. From our analysis

of these formats, we have identified two major factors contributing to the dense-to-sparse conversion

overhead. First, given a sparse matrix with sizeM×N , storing the non-zero elements and calculating

indexing information comes with a time complexity ofO(M×N). This is because storing a non-zero

element and calculating the associated indexing information depends on the location and index of
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Algorithm 1 Dynamic Period Adjustment Algorithm (DPAA)
1: Inputs: sparsity, history, max length, threshold, active period, hibernate period

2: Outputs: N/A

3: if sizeof(history) < max length then

4: . Collecting the sparsity history

5: idx = sizeof(history)

6: history[idx] = sparsity

7: else

8: . Increase the monitoring period

9: if abs(sparsity - history[0]) < threshold then

10: active period *= 2

11: end if

12: if active period > hibernate period then

13: active period = hibernate period

14: end if

15: history.Update(sparsity)

16: end if

the previous non-zero element. This dependency leads to a serialized conversion process that lacks

any parallelism. Second, we encounter a number of writes needed to update multiple data structures

for the non-zero elements and associated indexing information. Note that writes are commonly

expensive and should be avoided as much as possible.

We find that one variant of ELLPACK, ELLPACK-R [113], has a structure wherein

conversion can be parallelized. ELLPACK-R in row-major order requires three data structures. The

first one stores non-zero elements. The second one stores the column index. The third one stores the

number of non-zero elements per row. The data structures for each row are completely independent

of each other, meaning that the dense-to-sparse conversion can be parallelized, reducing the time

complexity to O(N).

Although the time complexity of the conversion is significantly reduced, there are still three

data structures. To simplify the data structures, we propose ELLPACK-DIB (Data Index Bundling).

Considering that the data structures for storing non-zero elements and column indices are exactly the

same size in ELLPACK-R, ELLPACK-DIB bundles the data and the indices together, storing them

in a single data entity. Since we only use ELLPACK-DIB for activation maps rather than weights,
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Algorithm 2 Sparsity Stability Detecting Algorithm (SSDA)
1: Inputs: state, sparsity list, sparsity, history, max length, threshold, active period, hiber-

nate period

2: Outputs: N/A

3: if state == ACTIVE then

4: hibernation ready count = 0

5: for i = 1 to sizeof(sparsity list) do

6: if active period == hibernate period then

7: hibernation ready count++

8: end if

9: end for

10: if hibernation ready count == sizeof(sparsity list) then

11: state.transit(HIBERNATE)

12: end if

13: end if

14: if state == HIBERNATE then

15: if sizeof(history) < max length then

16: idx = sizeof(history)

17: history[idx] = sparsity

18: else

19: if abs(sparsity - history[0]) >= threshold then

20: active period.reset(all)

21: state.transit(ACTIVE)

22: history.clear()

23: end if

24: end if

25: history.Update(sparsity)

26: end if

we use a column-major ELLPACK-DIB format, as shown in Figure 6.6, producing an efficient data

access pattern for sparse GEMM.

Figure 6.6 presents the ELLPACK-DIB format in detail. As indicated in the figure, we

only need two data structures to store the non-zero elements bundled - the row index, and the number
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Figure 6.6: The format of ELLPACK-DIB.

of non-zero elements (NNZ) per column. We use IEEE half-precision floating point format (FP16)

for the data and a 16-bit unsigned integer for the row index. We only use this format for converting

activations during DNN training. The actual computation in the sparse GEMM (described below)

still uses single precision (FP32) by converting FP16 data back to FP32. Therefore, the precision lost

during conversion has little impact on the overall training performance [64, 174]. For the row index,

a 16-bit unsigned integer representation is sufficient for all possible problem sizes in commonly-used

DNN models. In particular, the largest convolutional layer in both ResNet and VGGNet has 4,608

elements (3× 3× 512) in one column after performing the im2col operation [19, 17].

We propose a tile-based GEMM algorithm using ELLPACK-DIB on GPUs. Algorithm 3

presents the kernel details. Note that we use some OpenCL kernel parameters, e.g., local id and

group id [175]. The mapping functions (i.e., MappingRow, MappingCol, MappingTile, etc.), shown

in the algorithm, are used to map the kernel parameters to a specific location for memory access.

Our algorithm involves three matrices: 1) A, a dense matrix for weights, 2) B, a sparse

matrix for activations in ELLPACK-DIB format, and 3) C, a dense matrix which is the output. The

parameters lda, ldb, ldc correspond to the leading dimension of matrices A, B, and C, respectively.

Usually, the leading dimension is equal to the number of rows of the matrix. Each tile of matrix C is

mapped to a workgroup [175], and each element of the tile is mapped to a workitem/thread [175].

The threads in one workgroup first load a tile of B in ELLPACK-DIB format, unpacking the data

and row index accordingly. Then a tile of A is loaded, based on the row index. Once tiles of A and

B are ready, multiplication and accumulation (MAC) are performed. This process is done iteratively
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Algorithm 3 Tile-based GEMM algorithm Using ELLPACK-DIB (GPU kernel)
1: Inputs: A, lda, B, ldb, ldc, nnz col, tile size

2: Outputs: C

3: row = MappingRow(group id, local id)

4: col = MappingCol(group id, local id)

5: sum = 0

6: local B[tile size][tile size]

7: local A[tile size][tile size]

8: for i = 1 to nnz col[col] with step tile size: do

9: idx = MappingTile(i, col, ldb)

10: x = local id / tile size

11: y = local id mod tile size

12: local B[x][y] = low2float(B[idx])

13: row idx = high2int(B[idx])

14: local A[x][y] = A[row + row idx * lda]

15: Synchronization

16: for j = 1 to tile size do

17: b idx = MappingLocalB(j, local id)

18: a idx = MappingLocalA(j, local id)

19: sum += local B[b idx] * local A[a idx]

20: end for

21: end for

22: C[row + col * ldc] = sum

until we reach the number of non-zero elements per column. To avoid load imbalance due to the

varying number of non-zero elements, we zero-pad the last tile of B, thus avoiding potential branch

divergence within a wavefront.

Figure 6.7 shows an example of this algorithm. In the example, we have four tiles in C,

colored gray, blue, orange and yellow. These four tiles share the three tiles (named T0, T1 and T2) of

matrix B in the ELLPACK-DIB format. Only three tiles are needed, as the non-zero elements only

occupy three tiles in this example. To compute the gray tile, the data from matrix A (marked with

gray to match the color of the gray tile in matrix C) is selected based on the row index loaded from

tile T0, T1 and T2. The white area in A indicates the unselected data. We follow a similar process
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Figure 6.7: A tile-based GEMM using ELLPACK-DIB.

for the blue, orange and yellow tiles.

We evaluate the performance of dense-to-sparse conversion of ELLPACK-DIB and the

customized GEMM algorithm using this format. Compared with CSC, the conversion time is reduced

by over 10× and the time for GEMM is also reduced. Using the ELLPACK-DIB format, we can

achieve a 19% speedup over MIOpen given a 90% sparsity, for the same problem size as indicated in

Section 6.1. However, when we decrease the sparsity (e.g., 80%), the speedup is gone. As such, the

benefits are very limited due to the conversion overhead. To address this overhead, we develop a

hardware-based conversion mechanism, which is described in the next section.

6.4 Compaction Engine

In this section, we present the design of a novel hardware component named the compaction

engine. The compaction engine is designed as a near-memory processing unit. The main purpose of

it is to convert/compact sparse data to the ELLPACK-DIB format during kernel execution, hiding

conversion overhead. The compaction engine consists of three major sub-components: the sparsity

information block or SIB (Section 6.4.2), the compaction processor (Section 6.4.3), and the prefetch

buffer (Section 6.4.4).

6.4.1 Overview

Figure 6.8a presents a logical view of a GPU equipped with a compaction engine. As

shown in the figure, the compaction engine sits logically between the L2 cache and main memory,

serving all banks of main memory/L2 and all Compute Units (CUs) of a GPU.
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Figure 6.8: (a) GPU with a compaction engine. (b) Overview of the compaction engine.

The compaction engine provides compacted data in the ELLPACK-DIB format in a

programmer-transparent manner. Figure 6.9 shows an example of handling a single memory request

in our modified GPU with the compaction engine. Note that the compaction engine only serves

data requests for reads, since only activations represented in matrix B during DNN training need

compaction/conversion when running sparse GEMM. The reasons why we do not consider converting

the activation maps through writes are twofold: 1) writes are costly, 64.3% slower than reads [176].

As such, converting the activation maps on writes leads to a performance degradation, and 2) dense

GEMM is still used during training when the sparsity level is low. Spartan only enables sparse

GEMM and the compaction engine after detecting significant levels of sparsity. From Figure 6.9, the

steps to handle a memory request before the compaction engine are no different than those present

in a regular cache system. The only difference is that memory requests issued from components

above the compaction engine (i.e., CUs, L1s and L2) expect data in ELLPACK-DIB format. The

compaction engine is responsible to respond to memory requests for loading sparse data, prefetching

data stored in the original matrix format, compacting the data using the ELLPACK-DIB format and

then returning them.

Prefetching overhead may lead to long latency when the requested compacted data requires

a large amount of data from main memory. The worst-case scenario occurs when we need to

load an entire column to service a single memory request. To avoid long-latency prefetching, we

introduce a sparsity information block (SIB), a hardware component to store the profiled sparsity
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Figure 6.9: An example of handling a data read request.

information while performing prefetching. The primary sparsity information stored in the SIB is a

series of bitmasks, where a value of “1” indicates a cache line with non-zero elements and a value

of “0” corresponds to a cache line with only zeros. We describe the details of managing the SIB in

Section 6.4.2. With the sparsity information stored in the SIB, the compaction engine can carry out a

more intelligent and efficient way to issue prefetches, reducing prefetching latency. In addition to the

SIB, we also add a compaction processor and a prefetch buffer. The former compacts the prefetched

data into ELLPACK-DIB format and profiles the sparsity information at the same time. The latter

stores the compacted data and streamlines the process of sending data to the L2 cache.

Figure 6.8b presents an overview of the compaction engine with the added components.

To redirect data fetches of sparse data to use the compaction engine, we add an additional bit in the

memory request, and extend an existing vector load instruction (FLAT LOAD [177]) to indicate

this special type of data load. Upon receiving a memory read request for the sparse activation maps

(sparse memory request), the SIB issues memory transactions for prefetching, based on the data

search algorithm we propose (further details in Section 6.4.2.1). When the data arrives from main

memory, the compaction processor is activated to perform: 1) compaction, and 2) profiling. After

that, we update the SIB contents using the profiled sparsity information and store the compacted

data in the prefetch buffer. Once the data is ready for the corresponding request, the prefetch buffer

will send it to the L2. We describe the details of the SIB, the compaction processor and the prefetch

buffer in Sections 6.4.2, 6.4.3 and 6.4.4, respectively.
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With the compaction engine, we no longer need a costly software-based dense-to-sparse

conversion, and we no longer need an extra data structure for storing the number of non-zero elements

per column, as shown in Algorithm 3. To achieve the latter, we add an additional bit in the data

response to indicate whether or not the compacted data is the last one in the column. Instead of using

an additional structure nnz col, the program uses this additional bit, set by the compaction engine, to

terminate.

6.4.2 Sparsity Information Block

The sparsity information block (SIB) consists of multiple entries for storing sparsity

profiles for each column. Each SIB entry contains two types of sparsity information (further details in

Section 6.4.2.2): 1) the sparsity bitmask, and 2) the cache line mapping information (CMI). Because

the basic unit managed in the memory system is a cache line (i.e., 64 bytes or 16 single precision

(FP32) elements) [177], the SIB also manages the sparsity information on a cache line basis.

The sparsity bitmask contains a series of bits, representing the sparsity pattern present

in the uncompacted data in a column. For each bit, a value of 1 indicates a non-zero cache line

which has non-zero elements, whereas a 0 value indicates a cache line with only zero elements. The

position of the bits is relative to the position of the cache line in the associated column. For example,

the first bit indicates the cache line starting at row number 0, the second bit indicates the cache line

starting at row number 16, and so on.

The CMI records the mapping information between the compacted data and the uncom-

pacted data (from main memory). Each mapping entry is associated with one compacted cache

line (16 non-zero FP32 elements) and has two parameters: 1) the number of non-zero cache lines

needed for filling 16 non-zero elements (NNC needed), and 2) the offset indicating the last non-zero

element in the last non-zero cache line. The CMI has multiple entries, each of which corresponds to

a compacted cache line.

Figure 6.10 shows an example of setting the sparsity bitmask and CMI entries. In this

example, there are 7 sparse cache lines (numbered #0 to #6) from main memory. Among them,

only three are non-zero cache lines, shown in blue (#1, #4 and #6). The sparsity bitmask can be

updated based on this layout. These 7 sparse cache lines can be compacted into 2 compacted cache

lines, shown in green (#0 and #1). Compacted cache line #0 has data from sparse cache lines #1

and #4. The last element can be found in cache line #4, with an offset of 7. Thus, in CMI #0, the

NNC needed value is set to 2 and the offset is set to 7. The compacted cache line #1 holds data
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Figure 6.10: An example of updating the sparsity bitmask and cache line mapping information.

from cache lines #4 and #6. Note that this compacted cache line also requires two sparse cache lines.

However, the previous cache line (#4) is prefetched before setting CMI #1. As a result, we set the

NNC needed to 1 and the offset to 15.

6.4.2.1 Data Search Algorithm

In order to avoid long-latency prefetches, we propose a data search algorithm with three

search modes that leverages the sparsity information of the SIB (Algorithms 4 and 5). Guided by the

sparsity bitmask and the CMI contents, the algorithm is able to issue memory transactions in a more

intelligent manner, avoiding cache line accesses that do not contain the requested data.

The three search modes of the algorithm are as follows: 1) accurate search, 2) prudent

search and 3) hasty search. Each of these modes corresponds to one potential scenario. For example,

accurate search is used when the SIB holds the target CMI entry. The data search algorithm can find

the locations of sparse data in main memory based on the information stored in the CMI entry. The

prudent search is used when no CMI entry can be found, but a sparsity bitmask exists. This scenario

can occur when a CMI entry is replaced by a newer entry. In this scenario, memory transactions are

issued based only on the bitmask. The hasty search mode is used when neither a sparsity bitmask nor

a CMI entry exists, i.e., the application is in the warm-up phase.
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Function Name Description

FindFirstNonZeroBit Find the location of the first

non-zero bit.

FindNextBitLocation Find the location of a bit

which is N non-zero bits

away from a given bit loca-

tion. N is an integer num-

ber.

FindNextNonZeroBit Find the location of a bit

which is the next non-zero

bit from a given bit location.

Table 6.1: Descriptions of functions used in the data search algorithm.

Algorithm 4 Data Searching Algorithm (Accurate Search)
1: Inputs: bitmask, CMI, address

2: Outputs: mem trans[ ]

3: entry = GetCMIEntry(CMI, address)

4: bit location = FindFirstNonZeroBit(bitmask)

5: for i = 0 to entry.idx-1 do

6: bit location = FindNextBitLocation(bitmask, bit location, CMI[i].NNCNeeded)

7: end for

8: for j = i to entry.NNCNeeded do

9: mem tran = AddrCalc(bit location)

10: mem trans.append(mem tran)

11: bit location = FindNextNonZeroBit(bitmask, bit location)

12: end for

Table 6.1 provides descriptions of the bitmask functions used in Algorithms 4 and 5. The

major operation needed for implementing these functions is a bit shift.

Our search implementation accurately locates the bit locations, identifying where the

memory transactions should be issued, based on the cache line mapping information. The algorithm

loops through all of its previous CMI entries, using the parameter NNC needed to arrive at the desired
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Algorithm 5 Data Search Algorithms (Prudent Search and Hasty Search)
1: Inputs: bitmask, prefetch length, address, search mode

2: Outputs: mem trans[ ]

3: if search mode == Prudent then

4: bit location = FindFirstNonZeroBit(bitmask)

5: end if

6: if search mode == Hasty then

7: bit location = 0

8: end if

9: for j = i to prefetch length do

10: mem tran = AddrCalc(bit location)

11: mem trans.append(mem tran)

12: if search mode == Prudent then

13: bit location = FindNextNonZeroBit(bitmask, bit location)

14: end if

15: if search mode == Hasty then

16: bit location++

17: end if

18: end for

location. Then it issues the memory transactions based on its own NNC needed value. Prudent search

first issues memory transactions from the location of the first non-zero bit in the bitmask. Then it

traverses through the bitmask, issuing memory transactions only based on the non-zero bits. The

hasty search issues memory transactions in a consecutive manner from the first bit of the bitmask.

6.4.2.2 SIB Management

Considering that the size of the compacted data in a column can vary with different column

sizes, as well as the sparsity level, we adopt an approach to dynamically determine the entry size and

allocate space for the sparsity bitmask and CMI. Figure 6.11 shows the contents of a SIB entry.

From the figure, the SIB entry is composed of three parts: 1) metadata, 2) a sparsity

bitmask and 3) cache line mapping information. The metadata has fixed 6 bytes used for storing

meta-information, including column number, current bit count in the bit mask and current number

of valid CMI entries. We define K as the entry size in bytes, N the sparsity bitmask size in bytes,
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Figure 6.11: The overview of a SIB entry.

and M the CMI size in bytes. N can be determined by the column size col size using the equation:

dcol size/128e. K can be determined based on the column size as well. M can be calculated using

K − 6−N , which is also the maximum allowable number of CMI entries (a CMI entry only needs 1

byte). To determine K, we heuristically categorize the column size into one of four classes: 1) larger

than 4096, 2) between 2048 and 4096, 3) between 1024 and 2048 and 4) smaller than 1024. We set

K to 256, 128, 64 or 32 if the column size fits in category 1), 2), 3), or 4), respectively.

Given that CMI has a limited number of entries, we propose a sliding window replacement

scheme. When the CMI is full, we remove the oldest CMI entry and keep the latest entries. By using

this scheme, we keep the most recent records, taking advantage of the temporal locality.

6.4.3 Compaction Processor

The compaction processor contains multiple compaction processing units, servicing mul-

tiple prefetched data from main memory in parallel. Figure 6.12 shows the organization of the

compaction processor. When activated, each compaction processing unit processes the data from an

associated buffer (i.e., the data buffer shown in the figure) and then sends the compacted data to the

prefetch buffer and the sparsity information to the SIB.

Figure 6.13 provides details on the compaction processing unit (ComPU). The ComPU is

a special-purpose SIMD unit that performs two tasks: 1) FP32 to FP16 conversion, 2) comparisons

with 0. The SIMD width is set to 16, as the memory requests to main memory are issued on a cache

line basis. A fine-grained bitmask is generated according to the comparison results, reflecting the
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sparse pattern within the processed cache line. The ComPU uses this bitmask to select the non-zero

elements, which are later bundled with the corresponding row index according to the ELLPACK-DIB

format. In addition, the fine-grained bitmask is sent to the SIB as profiled sparsity information. Note

that the row index can be calculated based on the memory transaction SIB issues.

6.4.4 Prefetch Buffer

The prefetch buffer has a multi-lane FIFO structure for storing data from the compaction

processor. Each lane corresponds to an active SIB entry. During prefetching, the compacted data are

stored in-order in the prefetch buffer. Once the prefetch buffer has collected one compacted cache

line (i.e., 16 bundled elements) for a memory request, the data is sent to the L2. Due to prefetching,
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Parameter Size/Number

Maximum History Length 10

Sparsity Threshold 0.3

Initial Monitoring Period 500

Hibernation Monitoring Period Unit 10000

Table 6.2: Specifications of the sparsity monitor.

sometimes the compacted data is stored in the prefetch buffer before the sparse memory request

arrives. We keep this data in the buffer. By doing so, we can take advantage of the earlier prefetch to

further reduce data fetching latency.

6.5 Experimental Methodology

We evaluate the improvements due to the hardware-based compaction engine using a

state-of-the-art GPU simulator. We also evaluate the overhead of the software-based sparsity monitor

on real hardware.

Our experimental setup for evaluating the sparsity monitor uses two different classes of

heterogeneous systems, targeting the training of DNN models at different scales. Both systems are

equipped with both a CPU and a GPU. The first one is a desktop-grade system, equipped with an

AMD Radeon RX Vega56 [178] as the GPU platform and an Intel(R) Core(TM) i7-8700 as the CPU

platform. We select VGGNet-11 [17] and ResNet-10 [19] as the DNN models and use the CIFAR-10

dataset [179] for training. The second platform is a server-grade system, equipped with an NVIDIA

Tesla V100 [131] as the GPU and an Intel(R) Xeon(R) E5-2630 as the CPU. We select AlexNet [16],

VGGNet-16 [17] and ResNet-18 [19] as the DNN models, and use the ImageNet dataset [15] for

training. We implement the sparsity monitor on TensorFlow 1.4 [76]. Table 6.2 shows the values for

the parameters of the sparsity monitor that were described in Algorithms 1 and 2.

We use MGPUSim [180] to model the compaction engine present in our baseline AMD

Radeon Instinct MI6 [181] GPU. Table 6.3 lists the details of the MI6. Table 6.4 lists the specification

of the modeled compaction engine. We consume half of the space (1MB) of the baseline L2 cache for

the storage of data related to the compaction engine, introducing no additional overhead for storage.

In practice, the L2 space partition and the compaction engine are enabled only when launching a
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sparse GEMM kernel. The command processor can issue corresponding commands to notify the

hardware. When launching a dense GEMM kernel, the entire L2 space is used by the kernel. In

our experiments with the compaction engine enabled, the portion of the L2 space devoted to the

compacted data is static. However, the size of the partition could be set dynamically – a direction for

future work.

Next, we present the methodology used to evaluate the compaction engine. Our evaluation

is presented on a layer-by-layer basis. First, we select only the computation of the convolutional

layers in forward propagation in our experiments, because the computations of convolutional layers

in backward propagation are transposed convolutions [182], resulting in a very similar pattern as

compared to forward propagation. To demonstrate the effectiveness of the compaction engine, we

first select the convolution filter with the largest filter size (3× 3× 512× 512) and three different

activation sparsity levels (65%, 70% and 85%, which are levels observed during the training of

VGGNet-11 and ResNet-10 on CIFAR-10 dataset). Then, we conduct an extensive evaluation of all

convolutional layers of AlexNet, VGGNet-16, and ResNet-18, using the sparsity levels observed

during the training on the ImageNet dataset. In these experiments, we collect data during training

across a number of epochs (one epoch indicates one round of training involving all images in the

dataset). We pause sparsity profiling of each monitored activation map when we detect stability (5

epochs when training with ImageNet, 2 epochs with CIFAR-10).

In our experiments we use two different types of input data, but with the same sparsity

levels. The first is synthesized data that has random locality (i.e., Synthetic), where the non-zero

data is uniformly distributed. The second is obtained from training on real world datasets (i.e., Real).

Table 6.5 provides the details of our experiments. We select three layers (Layer A, Layer B and Layer

C) as representative layers for the models, all with the same filter size. Layers A, B, and C correspond

to the second convolutional layer from the fourth residual block of ResNet-10, the fifth convolutional

layer of VGGNet-11 and the seventh convolutional layer of VGGNet-11, respectively. For AlexNet

and VGGNet-16, we use Convx-y, where the x and y values correspond to the convolutional layer

and sparsity level, respectively. For ResNet-18, we use Convx y-z to represent the layers, where the

x, y and z values correspond to the residual block, the convolutional layer within the residual block,

and sparsity level, respectively. Our baseline is a highly optimized dense matrix multiplication kernel

we have selected from the AMD APP SDK [183].
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Parameter Size/Number

CU 36

Shader Array 9

L1 Vector Cache 16KB 4-way per CU

L2 Cache
2MB (base line)

1MB (with compaction engine)

DRAM 4GB

Table 6.3: Specifications of the modeled AMD MI6 Instinct GPU.

Parameter Size/Number

SIB 512KB

Prefetch Buffer 512KB

Compaction Processing Unit 32

Table 6.4: Specifications of the compaction engine.

Model Name Sparsity Batch Size

ResNet-10 Layer A 65% 128/256

VGGNet-11 Layer B 70% 128/256

VGGNet-11 Layer C 85% 128/256

AlexNet Convx-y 45%-65% 128

VGGNet-16 Convx-y 35%-55% 64

ResNet-18 Convx y-z 30%-50% 64

Table 6.5: Experimental setup for evaluating the compaction engine.

6.6 Results and Analysis

Next, we present the evaluation results for both the sparsity monitor and the compaction

engine.

Table 6.6 provides the execution time overhead of using exhaustive profiling (i.e., measur-
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Model Type VGGNet-11 ResNet-10 AlexNet VGGNet-16 ResNet-18

Dataset CIFAR-10 ImageNet

Exhaustive Profiling 14.9% 49.4% 21.4% 46.4% 94.2%

Profiling with the

Sparsity Monitor 0.3% 0.6% 1.2% 5.7% 0.9%

Table 6.6: Overhead of two types of sparsity profiling: 1) exhaustive profiling and 2) sparsity monitor

profiling. Overhead is reported relative to DNN training without any sparsity profiling.
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Figure 6.14: The profiling process of the sparsity monitor (VGGNet-11).

ing sparsity every training iteration) and profiling with our sparsity monitor. Our baseline is a DNN

training process without performing any sparsity profiling. The training process runs for 50,000

training iterations for VGGNet-11 and ResNet-10, and 150,000 training iterations for AlexNet,

VGGNet-16, and ResNet-18. From the table, we can see that profiling with the sparsity monitor has

a limited overhead when training the DNN models (a maximum of 5.7%).

Figure 6.14 shows the data sparsity monitoring over time for the input of the fourth

convolutional layer in VGGNet-11. Figure 6.15 shows the same profiling process at the input of the

second convolutional layer in AlexNet. In these figures, the blue line shows the sparsity trend. The

× symbols show when discrete sparsity measurements are collected by the sparsity monitor. From

these results, we can see that the sparsity monitor is able to capture sparsity trends quite closely. The

monitoring period (i.e., the distance between two ×’s) is extended whenever the sparsity monitor

detects more stability in the degree of sparsity.

In terms of the performance improvements obtained using the compaction engine, we first
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Figure 6.15: The profiling process of the sparsity monitor (AlexNet).
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Figure 6.16: The performance improvements for layers A, B, and C with configurations described in

table 6.5

present the speedup in Figure 6.16. Monitoring the activation maps from training VGGNet-11 and

ResNet-10 with the CIFAR-10 dataset (real data), we can achieve a 1.24× average speedup using a

batch size of 128, and achieve 1.56× average speedup with a batch size of 256.

Next, in Figures 6.17, 6.18 and 6.19 we show the performance improvements obtained

for all the convolutional layers fed with sparse inputs for AlexNet, VGGNet-16 and ResNet-18,

respectively. Inspecting these figures, when training with the activation maps using the ImageNet

dataset (real data), we can achieve an average speedup of 3.4× for AlexNet, 2.14× for VGGNet-16,

and 2.02× for ResNet-18.

From these results, we highlight two interesting observations: 1) Given the same problem

size (same filter size, and number of input and output channels), the speedup increases when the
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Figure 6.17: Performance improvements of convolutional layers in AlexNet.
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Figure 6.18: Performance improvements of the convolutional layers in VGGNet-16.

batch size grows, and 2) using data from the actual training, performance is superior to when using

synthetic data. We will present a detailed analysis of these results in the next section.

6.6.1 Performance Analysis

To demonstrate the effectiveness of the compaction engine, we evaluate performance using

three L2-related performance metrics: i) the number of memory transactions performed in L2, ii) the

L2 hit rate, and iii) L2 read latency. We use normalized values for metrics i) and iii), relative to the

value obtained when using dense GEMM (labeled as ”dense”). We use the absolute value for metric

ii). We show results from the Layer A, B, and C in VGGNet-11 and ResNet-10, and all layers in

AlexNet. For layer A, B, and C, we vary the batch size from 128 to 256. For the layers in AlexNet, we
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Figure 6.19: Performance improvements of the convolutional layers in ResNet-18.
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Figure 6.20: Performance metric of Layer A: (a) Normalized number of transactions.(b) L2 hit rate.

(c) Normalized L2 read latency.
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Figure 6.21: Performance metric of Layer B: (a) Normalized number of transactions.(b) L2 hit rate.

(c) Normalized L2 read latency.

vary the batch size from 16 to 128. Inspecting Figures 6.20a-6.22c, we can see that the compaction

engine reduces the number of memory transactions and reduces the memory access latency for

L2, while increasing the L2 hit rate, especially when the batch size grows. The trend becomes

more evident in Figures 6.23a-6.26c, where we use the ImageNet dataset. First, the compaction
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Figure 6.22: Performance metric of Layer C: (a) Normalized number of transactions.(b) L2 hit rate.

(c) Normalized L2 read latency.
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Figure 6.23: Performance metric of Conv2 in AlexNet: (a) Normalized number of transactions.(b)

L2 hit rate. (c) Normalized L2 read latency.
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Figure 6.24: Performance metric of Conv3 in AlexNet: (a) Normalized number of transactions.(b)

L2 hit rate. (c) Normalized L2 read latency.

engine enables us to leverage our proposed sparse GEMM, which results in fewer memory accesses.

Even though the sparse GEMM algorithm leads to poorer data locality, this has little impact on the

overall performance, especially when using real-world datasets for training. Second, the pattern of

non-zero elements in the activation maps is regular and consecutive, as a result of the compaction

engine, leading to a higher L2 hit rate with fewer memory accesses. Lastly, the compaction engine’s

prefetching mechanism significantly reduces the average access latency, enabling the compacted data
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Figure 6.25: Performance metric of Conv4 in AlexNet: (a) Normalized number of transactions.(b)

L2 hit rate. (c) Normalized L2 read latency.
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Figure 6.26: Performance metric of Conv5 in AlexNet: (a) Normalized number of transactions.(b)

L2 hit rate. (c) Normalized L2 read latency.

to be efficiently stored in a prefetch buffer. From our results we see that the compaction engine can

achieve better memory performance when trained using real-world datasets. This can be explained

by the fact that the real-world data captures the locality patterns present better than the synthetic

data. In figures showing the normalized number of memory transactions, we noticed that the number

drops when the batch size increases. We find that dense GEMM suffers more with increased batch

size. When we increase the batch size to be n times larger, the activation maps grow by a factor of

n. The compaction engine can effectively alleviate the extra pressure placed on the memory system

given the same hardware configuration, reducing the number of memory accesses and caching the

compacted data in the prefetch buffer.

6.6.2 DNN Training Speedup Modeling and Estimation

In this section, we discuss our model to accelerate DNN model training and estimate the

benefits of Spartan for DNN training.

One challenge we experienced in this work is that the simulation of a full model training

is extremely time consuming. Even equipped with a state-of-the-art GPU simulator such as MG-
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PUSim [180], one training iteration of a full DNN model can take more than a day to complete.

Simulating one epoch of training using the ImageNet dataset (10,000 iterations) would take more

than 27 years to complete. But running simulation of a full model is not needed. As pointed out in

previous DNN acceleration studies [58], the convolutional layers dominates the execution time. The

speedup of the convolutional layers can alone serve as a reliable predictor of the overall training

performance.

To estimate the overall training performance, we capture a model to calculate the speedup

for DNN training using the compaction engine. We formalize the model in Equation 6.1. Equipped

with this model, we can easily compute the potential benefits of Spartan across an arbitrary number

of training iterations.

1

O +
N∑
i

Mi∑
j

P
CiRij
Sij

(6.1)

Similar to the strong scaling of Amdahl’s law, we propose a speedup model that also

consists of two terms, P and O. The P term represents the percentage of the total GPU kernel

execution that is due to the convolutional layers in the DNN. The O term is the contributions due

to other execution, including the time spent in other layers, overhead of the GPU kernel launch,

and overhead of the sparsity monitor. Ci is the proportion of execution time for each convolutional

layer, where
∑N

i Ci = 1 and N is the number of convolutional layers in a DNN. Rij is the detected

sparsity level across the entire training, where
∑Mi

j Rij = 1 is for the ith convolutional layer and Mi

is the detected sparsity level. Sij is the speedup of the ith convolutional layer given jth sparsity level.

We measure P and O values using DNNMark [68], while considering the overhead of the

sparsity monitor. Table 6.7 shows the P values collected when training AlexNet, VGGNet-16, and

ResNet-18 for the ImageNet dataset, across 5 epochs. The O values can be calculated by computing

1 − P . We also measure the Ci using DNNMark and Rij using the sparsity monitor. We use the

speedup obtained from the simulator as Sij . Table 6.7 also includes the estimated speedup (2.29×,

1.87×, and 1.55×) for the training for the AlexNet, VGGNet-16, and ResNet-18, respectively, using

the ImageNet input dataset, across 5 epochs.

6.6.3 Hardware Costs

Given that Spartan is a software-hardware co-designed solution, we also need to evaluate

the hardware cost involved. As a major component of Spartan, the sparsity monitor is implemented

98



CHAPTER 6. SPARTAN: A SPARSITY-ADAPTIVE FRAMEWORK TO ACCELERATE DNN

AlexNet VGGNet-16 ResNet-18

P 87.40% 88.58% 82.20%

Speedup 2.29 1.87 1.55

Table 6.7: Measured P values and estimated speedup for training of AlexNet, VGGNet-16, and

ResNet-18, with the ImageNet dataset, across 5 epochs.

in software, so no hardware cost is incurred. The only component that incurs hardware cost is the

compaction engine. As the storage required by compaction engine (see Table 6.4) shares the space

with the L2 cache, no additional hardware cost is needed for storage (though there is some minor

performance overhead due to the logic for data look-up). For the processing part of the compaction

engine, we need one 1-bit shifter and address calculator (one multiplier and an adder) for the SIB.

We need 16 comparators, 16 FP16 converters, a 16-bit register, a selector and a multiplexer for each

compaction processing unit.
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Chapter 7

Exploring GPU Acceleration of DNNs

using Block Circulant Matrices

Currently, the trend in DNN models (e.g., VGG [17], Googlenet[18], and Resnet[19]) is to

keep adding additional parameters and layers, deepening, and widening the model to achieve better

accuracy. As a result, the current computing platforms are facing growing demands on computing

resources, memory and interconnect bandwidth, and storage resources.

Researchers have been pursuing new methods to improve the efficiency of DNN execution

to overcome these challenges. Compressing the network model is one popular method. One way

to compress the model is to use structured weight matrices, such as circulant matrices [184, 90].

FPGAs and ASICs have been the primary target in these studies [184, 90, 185, 186]. The main

motivation for using structured matrices has been to improve energy efficiency, while also reducing

execution time (especially in embedded applications for IoT products) during inference. However,

training is also an integral part of deep learning. Structured matrices based weight compression

techniques can benefit training as well, reducing the number of computations and the storage space

for weights. FPGAs/ASICs are limited in their ability to be used effectively during DNN training.

GPUs, on the other hand, are a natural fit for accelerating the training of DNNs, especially

when working with tremendous amounts of data (e.g., image classification with data from Ima-

geNet [15]). GPUs have a large number of parallel arithmetic units, allowing thousands of threads to

be launched concurrently, while also hiding memory access latency. For this reason, GPUs have been

widely deployed to perform training of DNNs. In some settings, DNN training leverages multiple

GPUs in a distributed manner [87]. However, naively applying a weight compression technique to

100



CHAPTER 7. EXPLORING GPU ACCELERATION OF DNNS USING BLOCK CIRCULANT MATRICES

DNN training on a GPU can be highly inefficient, even causing a significant slowdown.

In this chapter, we explore DNN training acceleration on a GPU, using Block Circulant

Matrices (BCMs) [132] for weight compression. BCMs can be used to replace the weight matrices

in layers leveraging GEMM (e.g., convolutional and fully-connected layer). As a result, we replace

GEMM computation with the BCM algorithm.

A BCM consists of many square circulant matrix blocks, as shown in Figure 7.1. The

block size determines the compression ratio, which presents a tradeoff between the performance

and model accuracy when approximating the desired matrices. The circulant matrices enable the

transformation of regular matrix multiplications to circulant convolutions, reducing computing

complexity by employing Fast Fourier Transforms (FFTs) and Inverse Fast Fourier Transforms

(IFFTs).

To study the BCM algorithm for DNN training on a GPU, we first analyze the algorithmic

steps in the BCM algorithm. We characterize three different scenarios, considering forward and

backward propagation. We analyze the algorithmic complexity of each stage for the different

scenarios, highlighting some of the challenges when leveraging BCMs on a GPU. Next, perform

both general and GPU-specific optimizations that impact: i) the decomposition and interaction of

individual operations, and ii) the overall GPU kernel design. We modify the algorithmic steps to

remove redundant computations, while maintaining mathematical integrity. We also leverage multiple

GPU kernel optimizations, considering performance factors, such as occupancy, data sharing/reuse

patterns, and memory coalescing.

Our proposed methods can benefit all types of DNNs leveraging GEMM. The computation

involved in the fully-connected layer is a GEMM operation. The convolutional layer can use GEMM

with an additional im2col operation [90]. The computations in an LSTM unit [187] are also GEMM

operations.

7.1 Block Circulant DNN

It has been formally proven that some structured matrices have the universal approximation

property [188, 189]. Among them, circulant matrices can be used in constructing neural networks

given their properties to reduce both the amount of storage and computing complexity through

FFTs/IFFTs [132]. Block circulant weight matrices have been proposed [90, 184, 190] to address the

two limitations of a circulant matrix: 1) it must be square, and 2) the compression ratio is invariant,

resulting in a high degree of information loss for large matrices.
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Figure 7.1: An example of a Block Circulant Matrix (BCM).

A BCM is composed of an array of equally-sized square circulant matrices (i.e., blocks),

whose size is configurable. This method carefully considers the tradeoff between compression ratio

and model performance by selecting the best block size (i.e., a larger block size corresponds to a

larger compression ratio and improved computation speed, though a smaller block size corresponds

to a higher accuracy).

The convention to describe a BCM is as follows: W represents the block circulant weight

matrix, X the input, and a the output. Within W, p denotes the number of blocks row-wise, q the

number of blocks column-wise, and k the block size, which is the number of free elements in one

circulant matrix block (i.e., Wij , with a total of k2 elements). Figure 7.1 shows an example of

W ∗X, a circulant matrix block Wij , and one corresponding input vector Xj , in which i = {1...p}
and j = {1...q}. Using a BCM, the number of weights needed for each linear transformation layer

reduces from p ∗ q ∗ k2 to p ∗ q ∗ k.

7.1.1 Training with BCM Algorithm

The DNN training process involves forward and backward propagations. The computation

of the forward propagation is W ∗X. As the weight matrix is now block circulant, the computation

involves two steps that reduce the overall computational complexity. First, within each block,

GEMMs are transformed into an “FFT→
element-wise multiplication → IFFT”, according to the circulant convolution theorem [191, 192].

Second, the results over index j can be summed to produce the final result.

Backward propagation involves two operations both using ∂L
∂a . The first computes the

derivative for the inputs ∂L
∂X and the second operation computes the derivative for the weights ∂L

∂W .

In the context of the BCM algorithm, ∂a
∂W and ∂a

∂X are both BCMs [132]. Within the scope

of each block, ∂ai
∂Wij

is a circulant matrix defined by vector X′j : {Xj1, Xjk, Xj,k−1, ..., Xj2} and
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∂ai
∂Xj

is a circulant matrix defined by w′ij : {wij1, wijk, wij,k−1, ..., wij2}.
Usually, every training iteration should consume one batch of input data, producing one

batch of outputs. In this chapter, we consider training in batches and develop a set of equations

to describe batched DNN training. To characterize the underlying data format, we use index b to

indicate the position of data within each batch and n to denote the number of input data elements in

one batch. Equations for the forward and backward propagations are shown below:

abi =

q∑
j=1

IFFT (FFT (wij) ◦ FFT (Xbj)) (7.1)

∂L

∂Wij
=

n∑
b=1

IFFT (FFT (
∂L

∂abi
) ◦ FFT (X′bj)) (7.2)

∂L

∂Xbj
=

p∑
i=1

IFFT (FFT (
∂L

∂abi
) ◦ FFT (w′ij)) (7.3)

For simplicity, we set the row height and column width of the weight matrices to power of

2. If dimensions of the linear transformation layers are not power of 2, zero padding can be used

both on the feature maps and weight matrices. Note that zero padding does not effect computation

complexity and is used for regularizing the formats only.

7.2 Implementing BCM based DNN Training on a GPU

Next, we take a deep dive into the operations performed when training a linear transforma-

tion layer using BCMs. First, we consider how to map the BCM algorithm when targeting a GPU.

Then, we consider some of the performance challenges present in our baseline GPU implementation.

7.2.1 Decomposing Forward and Backward Propagation

Considering Equations (7.1), (7.2), and (7.3), the computations associated with forward

and backward propagation can be further broken down into multiple stages. Figure 7.2a shows

the stages required during forward and backward propagations, where each block represents the

operations in the equations and the arrows represent data dependencies between two blocks. For

instance, the multiply block depends on the results computed by the two FFTs blocks. Whenever

there is a dependency, synchronization between the two operations is required.
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Figure 7.2: (a) The flow of operations performed during a complete training. (b) An optimized

implementation of the same operations.

7.2.1.1 Managing Data

All the data, including the intermediate results from each stage, are stored as tensors

(multi-dimensional arrays) in GPU memory. The data layout in our baseline implementation uses

a conventional tensor data layout. A tensor has N dimensions, denoted as Di, where i can take on

values 0, ..., N − 1. Each dimension has an associated size value Mi, specifying the number of data

chunks for the specific dimension. Based on the memory layout, we can obtain the index used to

access an element of the data by leveraging the dimension-associated indices and Mi. Taking the

tensor data as an example, which has dimensions of n× p× q × k, we can calculate the index to

access any element using:

idx =D3 idx ∗ p ∗ q ∗ k +D2 idx ∗ q ∗ k

+D1 idx ∗ k +D0 idx
(7.4)

, in which the D3 idx (0 to n − 1), D2 idx (0 to p − 1), D1 idx (0 to q − 1), and D0 idx (0 to

k − 1) are indices associated with dimension D3, D2, D1 and D0, respectively.

The format of each input and output involved in the BCM algorithm is indicated in Table 7.1.

The dimensions n, p, q and k are described in Section 7.1.

7.2.2 Kernels of the Operations

Inspecting the algorithm decomposition in the forward and backward propagation, we see

four primary operations: 1) FFTs, 2) IFFTs, 3) element-wise multiplications, and 4) summations.

The reorder kernel is already efficient, so we exclude it from this discussion.
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Table 7.1: Dimensions of the input and output data.

Type Name Format

Inputs, Outputs

W, ∂L∂W p× q × k
X, ∂L∂X n× q × k
a, ∂L∂a n× p× k

p

q

...

FFT(W)

3

2
1

Element wise
multiplication

Read Read

k
k

...

k
k
k

...
k

n

FFT(X)

q

...

q

k
k

...

k
k
k

...

k
q

Dim: p x q x k Dim: n x q x k

Write

4
5

6

n

k
k

...

k
k
k

...

k

q
...

q

p

...

Output
A
B

C

2 BX

3 CX

4 AX

5 BX

6 CX

1 AX

Dim: n x p x q x k

(a)

q

...

p

...

n

k
k

...

k
k
k

...

k
q

Dim: n x p x q x k

Dim: n x p x k

n

a

p
k
k

...

k

...

(b)

Figure 7.3: (a) Operational overview of element-wise multiplications performed during forward

propagation. (b) Reduction summations performed during forward propagation.

To compute the FFT/IFFT efficiently, we select the cuFFT [193] library, a highly optimized

FFT/IFFT library specifically designed for NVIDIA GPUs. In our implementation, we use the 1D

FFT/IFFT, launched in batches over the inner-most dimension D0.

Figures 7.3a and 7.3b illustrate the operations involved in the element-wise multiplications

and summations during forward propagation, together with the indexing pattern associated with the

memory layout. We omit the two operations performed during backward propagation as they share a

similar pattern. The major differences are: 1) the format of the input, and 2) the locations read from

the inputs.

Figure 7.3a illustrates the operational details for the element-wise multiplications during

forward propagation. From the figure, we can see that element-wise multiplications are performed
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over k-sized data chunks. The chunks are read from FFT (W ) and FFT (X), with dimensions

of p× q × k and n× q × k, respectively. In the example presented in the figure, the labels 1©- 6©
correspond to 6 different k-sized data chunks read from FFT (W ), and the labels A©- C© stand for

the 3 different k-sized data chunks read from FFT (X). The labels on the write path (e.g., 1©× A©)

identify the results from the element-wise multiplications (for data chunks 1© and A© in this example).

Likewise, the other labels on the write path are the result of element-wise multiplications for their

respective data chunks.

Figure 7.3b shows the reductions (i.e., summations) performed during forward propagation.

Given the input, which is the output shown in Figure 7.3a, the summation operations are performed

over different dimensions, q for the forward propagation, n for the backward propagation (for the

weights), and p for the backward propagation (for the data).

For the element-wise multiplications and summations, we design and implement GPU

kernel functions. In contrast to an FPGA, a GPU has a very different hardware architecture. Thus,

we arrive at a very different algorithmic implementation for these operations. The basic elements

required for a GPU kernel include: i) mapping the data layout to the kernel dimensions (i.e., the

shape of the cooperative thread array, defined by blockDim and gridDim [66]), ii) specifying the

operations to be performed in the kernel, and iii) managing the kernel input data, stored in GPU

memory while the kernel is active.

According to the data layout in the BCM algorithm, the data unit involved in the com-

putations is a k-sized data chunk (i.e., the size of the inner-most dimension). Therefore, the most

straightforward scheme would be to directly map both element-wise multiplications and summations

to a space where the kernel parameters (i.e., blockDim.x, gridDim.x, gridDim.y, and gridDim.z) are

determined by the tensor data dimensions. With this mapping mechanism, each thread block has

k threads simultaneously running on a GPU. Given this mapping philosophy, the kernel becomes

significantly simplified. Table 7.2 shows the mapping details.

7.2.3 Challenges

First, our decomposition of the algorithm shows that there are at least five stages for both

forward and backward propagation. When executing this multi-stage application on a GPU, we need

to launch multiple kernels sequentially due to the constraints of the dependencies between stages,

adding the overhead of kernel launch and associated synchronizations to the overall execution time.

As such, the benefits of parallelism on a GPU are limited to each kernel. BCM operations cannot
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Table 7.2: Kernel dimensions for element-wise multiplications and summations (Forward Propaga-

tion).

Kernels Dimension Variables Forward

multiplication
blockDim (k, 1, 1)

gridDim (q, p, n)

summation
blockDim (k, 1, 1)

gridDim (p, n, 1)

benefit from concurrent kernel execution given the large size of the kernels.

The kernels executed after FFT and before IFFT, in the sequence of BCM operations, suffer

from an occupancy issue. Given that we are using the NVIDIA cuFFT library kernels for FFT/IFFT

execution, the size of k (the thread block size after kernel dimension mapping) changes to k/2 + 1

after the FFT, which is due to a memory-saving feature of the cuFFT library [193]. As a result, the

thread block size is not always a multiple of 32 (warp size). This new value for k, denoted as k′ in

this chapter, results in lower occupancy and underutilization of the device.

Last but not least, a regular mapping function cannot generally exploit the capabilities of a

GPU due to inefficient use of hardware components, such as the memory coalescing units and shared

memory. The former coalesces multiple memory transactions issued from the same thread block,

and the latter enables fast access to data that is frequently reused by multiple threads in a thread

block [66]. The nature of the two customized kernels results in a complicated memory access pattern

(i.e., tensor data indexing). Improving memory layout can significantly impact coalescing efficiency

and improve performance. Our implementation of these two kernels also produces some predictable

(and cacheable) data reuse patterns. For example, in Figure 7.3a, A©, B©, and C© are reused when

writing the results over to dimension p.

7.3 Optimizations

7.3.1 Improving the Flow of Operations

In this section, we describe the set of optimizations we develop/apply to reduce the number

of redundant operations in the BCM algorithm. Our optimizations preserve the mathematical integrity

of all steps. As shown in Figure 7.2b, our optimizations consist of 3 enhancements identified in

purple, green and blue, and numbered 1, 2, and 3, respectively. These enhancements include: 1)
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swapping the position of the IFFT and summation operations, 2) removing the reorder operation

and modifying the associated multiplication to guarantee mathematical correctness, and 3) reusing

results after computing the FFT for backward propagations for weights and data. In the following

paragraphs, we provide details of these steps and show how their use can simplify computations.

Step 1 does not impact the mathematical integrity of the computation, given that an IFFT

is a linear transformation. The IFFT can be performed on A and B as individual components or

combined in a sum, given that IFFT (A+B) = IFFT (A) + IFFT (B). Therefore, we can swap

the position of the sum and IFFT in the BCM algorithm. The benefit of these simple changes results

in a significant reduction in terms of the number of computations needed for computing the IFFT.

Similarly, the same optimizations can be applied to the backward propagation as well.

For step 2, the w′ and X′ are in fact the same vectors for w and X, but shifted by k − 1

elements. Based on the fundamental characteristics of an FFT [194], the magnitude of FFT (w′)

and the magnitude of FFT (w) are the same, with only the sign of the imaginary part flipped. Based

on this property, we can remove the reorder operation entirely and only modify the associated

element-wise multiplications, considering the flipped sign in the imaginary part of the FFT (w)

and FFT (X). Applying step 2 leads directly to step 3. Removing the reorder operation adds some

redundancy that we can exploit for further optimizations, specifically during backward propagation.

In the blue shaded area 3© of Figure 7.2b, the data reuse paths are indicated using dashed arrows.

For the computation of FFT (X) and the FFT (w) during backward propagation, we can

reuse the corresponding results produced during forward propagation. In addition, the results from

the FFT (∂L∂a ) computation can also be reused during backward propagation. In all, we can eliminate

two reorder operations and three major FFT operations during backward propagations, significantly

reducing the number of operations.

7.3.2 Kernel Customizations

In this section, we present a number of kernel-specific optimizations for the two customized

kernels, based on their execution performance characteristics. To guide these optimizations, we

consider three different performance-related factors: 1) occupancy, 2) data reuse pattern, and 2)

memory coalescing for both reads and writes. We develop a set of principles that are focused on

these three factors. We provide a brief description of each of them.

• Principle I: To achieve high occupancy, the thread block size should be a multiple of 32 (the

warp size).
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• Principle II: Each thread block should include threads that exhibit temporal locality in their

data access pattern.

• Principle III: Given a thread block design based on principles I and II, the memory access

distance (defined later) within one thread block exploits memory coalescing.

Given the lack of control over thread scheduling on the actual hardware, mapping functions

tuning (Section 7.2.2) and memory layout reorganization are the keys to applying our principles.

To quantitatively evaluate the benefits of principles II and III, we define two metrics: i) the degree of

data reuse (DR), and ii) the memory access distance (MD) for both reads and writes. Both metrics

are measured within a single thread block. We define the DR metric as the maximum number of

threads that reuse the same data. A larger DR is preferred to enable better utilization of shared

memory. We define the MD metric as the range of addresses accessed across all memory accesses,

divided by the number of threads per thread block. The MD metric is used to assess spatial locality.

An ideal MD value would equal to 1 storage unit (a float or double), meaning that the memory

accesses within one thread block are entirely regular and consecutive, leading to an ideal spatial

locality. Any MD value larger than 1 storage unit implies some degree of irregular access. A more

significant value for MD translates to a lower spatial locality. In this chapter, we focus on reducing

the MD value by reorganizing the memory layout. Both metrics can be easily obtained through the

given mapping function and memory layout of the input and output data. Note that tuning the DR

and MD metrics is a tradeoff, in that increasing DR can increase MD while introducing irregular

memory accesses.

7.3.2.1 Element-wise Multiplications

The element-wise multiplication kernel suffers from occupancy issues, such that data

reuse and memory coalescing are heavily underexploited. To address these issues, we propose two

optimizations (labeled O1 and O2), which both consider principles I and II, but in different priority

orders. We also transform the memory layout to decrease MD, as is the goal with principle III.

The O1 optimization is aimed at addressing the occupancy issue first, then additionally

leveraging the data reuse pattern to support better shared memory usage. We achieve this by directly

increasing the size of a thread block, including more threads from a second dimension rather than

the innermost dimension. More specifically, with the mapping functions indicated in Table 7.2,

given a multiple of 32 for N , we can change the mapping of gridDim.x to (q −N + 1)/N , while
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K K K ... K

q as gridDim.x
k as blockDim.x

N as new blockDim.x

(q - N + 1) / N as new gridDim.x
Figure 7.4: Kernel dimension mapping with a new thread block size.

keeping the gridDim.y and gridDim.z dimensions unchanged. Figure 7.4 illustrates this change in the

kernel dimension mapping. However, this can produce an undesirable MD value during backward

propagation, resulting in long-strided memory accesses because the two inputs for the multiplication

do not share the same innermost dimensions. To address this issue, we reorganize the memory layout,

leading to a better chance of memory coalescing. For example, during backward propagation for

weights, the dimensions for the two inputs for the multiplication are n× p× k and n× q × k. We

reorganize them so that their dimensions become p× n× k and q × n× k.

Likewise, the memory layout of their outputs need to be reorganized as well, in order to

avoid large MD values for the writes.

To leverage any temporal reuse pattern in the data, we manipulate the mapping function

as well. We keep the blockDim.x unchanged as N , and map DR to the blockDim.y dimension,

increasing the number of threads that share data. Given the constraint that a single thread block

can only contain 1024 threads [66], DR can be calculated using Equation 7.5. This optimization

approach considers a tradeoff. A larger DR value can make better use of the shared memory but

results in a smaller blockDim.x dimension, potentially leading to lower spatial locality within one

thread block. From our experimental results, we found that the blockDim.x can be selected using the

following rule of thumb: if k′ is less than 32, then we set the blockDim.x to 32. Otherwise, we set

blockDim.x to k.

Algorithm 6 describes the steps required to map kernel O1, and includes reorganization of

the memory layout and initialization of kernel parameters.

DR =
1024

blockDim.x
(7.5)

DR =
1024

k
(7.6)
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Algorithm 6 Kernel Mapping Function of O1

1: Inputs: n, p, q, k, FFT (∂L∂a ), FFT (W ), FFT (X), propagation type

2: Outputs: blockDim, gridDim

3: if propagation type == BACKWARD WEIGHT then

4: MemoryReorganize(FFT (∂L∂a ))→ p× n× k
5: MemoryReorganize(FFT (X))→ q × n× k
6: M 1,M 2,M 3 = n, q, p

7: else if propagation type == BACKWARD DATA then

8: MemoryReorganize(FFT (W ))→ q × p× k
9: M 1,M 2,M 3 = p, q, n

10: else if propagation type == FORWARD then

11: M 1,M 2,M 3 = q, p, n

12: end if

13: k < 32 ? N = 32 : N = k

14: blockDim.x = N

15: gridDim.x = (M 1−N + 1)/N

16: DR = 1024
blockDim.x

17: blockDim.y = DR

18: gridDim.y = M 2−DR+1
DR

19: gridDim.z = M 3

The O2 optimization, on the other hand, focuses on leveraging the data reuse pattern

first. We calculate DR using Equation 7.6. Note that the blockDim.x is k′ in O2, computed as

k/2 + 1. Equation 7.6 is, in fact, derived from a different process. Given that k′ is not a multiple

of 32, we need to find a DR value using two constraints: 1) the DR value has to be a power of 2,

and 2) DR ∗ (k/2 + 1) <= 1024. The DR value should be the largest power of 2 which satisfies

DR <= 2048
k+2 <

2048
k , leading to Equation 7.6.

After adopting this approach, we find that there is no need to increase the thread block

size to improve occupancy, as the thread block size equals to 1024
k ∗ (k/2 + 1), which can be further

expanded as 512 + 1024
k . Assuming that we only select a power of 2 for k, the new thread block size

is a multiple of 32 when k <= 32. Even when k’s value is greater than 32, the impact is negligible,

thanks to the constant term (512) for the thread block size.
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Algorithm 7 Kernel Mapping Function of O2

1: Inputs: n, p, q, k, FFT (∂L∂a ), FFT (W ), FFT (X), propagation type

2: Outputs: blockDim, gridDim

3: if propagation type == BACKWARD WEIGHT then

4: M 1,M 2,M 3 = n, q, p

5: else if propagation type == BACKWARD DATA then

6: M 1,M 2,M 3 = p, q, n

7: else if propagation type == FORWARD then

8: MemoryReorganize(FFT (W ))→ p× k × q
9: M 1,M 2,M 3 = q, p, n

10: end if

11: k’ = k / 2 + 1

12: blockDim.x = k’

13: gridDim.x = M 1

14: DR = 1024
k

15: blockDim.y = DR

16: gridDim.y = M 2−DR+1
DR

17: gridDim.z = M 3

The backward propagations have smaller MD values when applying O2, versus forward

propagation. The MD value for the former is 1, which is ideal, whereas the latter is q ∗ k′/N
approximately. When N < q ∗ k′ (a common scenario), so the MD is larger than 1. As such, we

reorganize the memory layout of W from p× q × k to p× k × q for forward propagation.

Algorithm 7 describes the steps required to map kernel O2, including reorganization of the

memory layout and initialization of kernel parameters.

Comparing with O1, O2 has both advantages and disadvantages. In terms of advantages,

first, O2 only needs one memory reorganization operation, while O1 needs three. Second, O2 has

a smaller MD value for reads because of the same reason described in the previous paragraph. In

terms of disadvantages, O2 has a larger MD value for writes (we need to reorganize the output for

the reduction summation). The occupancy issues for O1 and O2 are no longer existing. Achieving a

better DR value is a bit tricky for these two optimizations, as the value for DR depends on the size

of k. When k < 32, O2 achieves a better DR value, whereas, O1 and O2 have similar data reuse
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Algorithm 8 Kernel Mapping Function of Reduce Summation
1: Inputs: n, p, q, k, propagation type

2: Outputs: blockDim, gridDim

3: if propagation type == BACKWARD WEIGHT then

4: M 1,M 2 = q, p

5: else if propagation type == BACKWARD DATA then

6: M 1,M 2 = q, n

7: else if propagation type == FORWARD then

8: M 1,M 2 = p, n

9: end if

10: k’ = k / 2 + 1

11: blockDim.x = k’

12: gridDim.x = M 1

13: gridDim.y = M 2

behaviors when k >= 32.

7.3.2.2 Reduce Summation

Based on the execution patterns and memory access patterns illustrated in Figure 7.3b, the

kernels only perform a simple summation of the data along a single dimension, resulting in no data

reuse. Therefore, we only focus on optimizing the occupancy and MD value for the summation. The

baseline mapping function results in undesirable MD values for backward propagations. To improve

spatial locality, we reorganize the memory layout of the outputs of the previous kernels (i.e., the

element-wise multiplications) so that the specific dimension for performing the summation becomes

the second innermost dimension. To address the occupancy issue, we can also use the same approach

illustrated in Figure 7.4 to increase the thread block size. However, our experimental results show

that this can lead to irregular memory access patterns, impacting spatial locality. Therefore, we only

apply memory layout reorganization to improve MD on reads for the summations.

Algorithm 8 describes the steps required to map the Reduce Summation kernel. The reduce

summation does not require changes to the memory layout since the element-wise multiplication has

already remapped the memory layout to a desired format.
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Algorithm 9 Kernel Mapping Function of Kernel Fusion Method
1: Inputs: n, p, q, k, propagation type

2: Outputs: blockDim, gridDim

3: if propagation type == BACKWARD WEIGHT then

4: M 1,M 2 = q, p

5: else if propagation type == BACKWARD DATA then

6: M 1,M 2 = q, n

7: else if propagation type == FORWARD then

8: M 1,M 2 = p, n

9: end if

10: k’ = k / 2 + 1

11: blockDim.x = k’

12: gridDim.x = 1

13: DR = 1024
k

14: blockDim.y = DR

15: gridDim.y = M 1−DR+1
DR

16: gridDim.z = M 2

7.3.2.3 Kernel Fusion

Returning to our optimized implementation for the BCM algorithm, the first step swaps

the position of the IFFT and the summation to reduce the amount of computation required during the

IFFT. The optimized BCM algorithm provides us with an opportunity to fuse these two kernels into

one. We apply kernel fusion, considering the same design principles just described, and leverage the

same optimizations. We implement a new mapping function for the fused kernels based on O2. We

chose O2 over O1 because O2 does a better job of improving the locality of the reads. We omit the

memory layout reorganization operations as they are no longer necessary because the performance

gains from reorganizing memory layout are negligible after the kernel fusion.

Algorithm 9 describes the steps required to map the Kernel Fusion method.

The kernel fusion approach has the following potential benefits:

• It significantly reduces the number of memory transactions required.

• The memory layout reorganization operations are no longer needed.
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Layer name Dataset Type of Layer
Number of

outputs

Number of

inputs
Filter Size

Number of

Weights
Batch Size

Layer A ImageNet Fully-Connected Layer 4096 8192 N/A 33 Million 128

Layer B ImageNet Convolutional Layer N/A 14×14 3×3×256×512 1.2 Million 64

Layer C TIMIT Fully-Connected Layer 1024 1024 N/A 1 Million 128

Table 7.3: Experimental setup of three representative layer configurations in our experiments.

• It saves the overhead of launching one additional kernel.

• No intermediate data is produced between these two kernels.

7.4 Experiments

In this chapter, we select the NVIDIA Tesla V100 [131] as the hardware platform to run

our experiments. In terms of software, we use CUDA 10, and its associated SDKs and math libraries.

We have extended the DNNMark benchmark framework [68] to implement the BCM algorithm, and

leverage DNNMark tools to benchmark our implementations.

To demonstrate the effectiveness of our optimization methods, we evaluate a broad range

of problem sizes using real-world models trained with the ImageNet [15] and TIMIT [195] datasets.

We only consider GEMM-based layers (i.e., the convolutional and fully-connected layers) in DNNs,

CNNs, TDNNs, and LSTM models [16, 17, 196].

First, we evaluate the baseline implementation of the BCM algorithm and our optimized

versions versus traditional matrix multiplication (MM). For simplicity, we use three different rep-

resentative layer configurations, corresponding to the fully-connected and convolutional layers in

different models, using the ImageNet dataset (Layer A and B) and fully-connected layer from models

using the TIMIT dataset (Layer C). To obtain these representative layer configurations, we calculate

the average number of weights across all corresponding layers and select a layer configuration having

the same number of weights as close as possible to the average value. For example, we find that

the average number of weights across all fully-connected layers in three ImageNet trained models

(AlexNet, VGGNet, and ResNet [16, 17, 19]) is approximately 30 million. As such, we select 4096

and 8192 as the number of output nodes and input nodes, generating 33 million weight parameters.

Table 6.5 describes the layer configuration details of the three representative layers.

Next, we evaluate the best performing optimization method across all GEMM-based layer

configurations using models trained with the ImageNet and TIMIT datasets. For the ImageNet dataset,
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we select AlexNet and VGGNet-16, because they provide good coverage of a wide range of layer

configurations in popular CNN models. For example, ResNet and VGGNet share the same collection

of layer configurations. For the TIMIT dataset, we select the TDNN and LSTM models. For the

convolutional and fully-connected layers in AlexNet and VGGNet-16, we use convx and fcy, where

x and y are the index values for the convolutional and fully-connected layers, respectively. Note that

we only present one layer configuration if multiple layers share the same configuration. For example,

conv6 and conv7 of VGGNet-16 share a common layer configuration. For the fully-connected layer

in TDNN and LSTM models, we use fcx-y to represent the layers, where the x value corresponds

to the layer configuration corresponding to the number of nodes (i.e., 256, 512, 1024, and 2048),

and the y index specifying the layer type (i.e., input layer, hidden layer, and output layer) [196]. To

capture the execution behavior, while varying the block size, we select multiple commonly-used

block sizes (16, 32, and 64).

Last, we collect a range of performance counters to analyze different optimization, includ-

ing: instructions per cycle, number of instructions executed, number of memory transactions, and

device occupancy. To obtain the value of the performance counters, we leverage nvprof [66], a tool

that can collect the hardware performance counters on NVIDIA GPUs.

7.5 Performance Evaluation

7.5.1 Results

First, we present the performance evaluation results of our baseline implementation of

the BCM algorithm, denoted as BCM, and then our optimized versions. We compare them against

using a traditional matrix multiplication (MM) based representation (cuBLAS [156]). We label

our optimized results using O1+Sum, O2+Sum, and Kernel Fusion, indicating which of our three

optimized versions was used. O1+Sum implements multiplication applying the O1 optimization,

along with an optimized summation. Version O2+Sum implements multiplication using O2 and

the optimized summation. Kernel Fusion fuses the multiplication with O2 optimization and the

summation, as described in Section 7.3.2.3.

Figure 7.5a- 7.5c show the speedup of BCM and our optimized versions over MM, across

Layers A, B, and C, as described in section 7.4. From the figures, MM outperforms BCM, our

baseline implementation, as described in section 7.3. The O1+Sum and O2+Sum optimizations

produce substantial performance improvements over BCM. However, they cannot outperform MM.
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Block Size 16 32 64

Layer A 43.3× 22.4× 11.3×
Layer B 27.3× 10.7× 4.6×
Layer C 14.7× 5.2× 2.6×

Table 7.4: Speedup of the Kernel Fusion approach over baseline BCM for Layer A, B, and C.

The Kernel Fusion approach outperforms the O1+Sum and O2+Sum optimizations. Each has a

different impact on performance, depending on the problem size (a function of the number of weights,

number of inputs, and batch size) when compared against MM. For Layer A, the Kernel Fusion

approach can achieve a speedup of 1.12×, 2.1×, and 3.5× over MM across block sizes of 16,

32, and 64, respectively. For Layer B, the Kernel Fusion approach can also achieve a speedup of

1.06×, 1.39×, and 1.64× over MM for block sizes of 16, 32, and 64, respectively. For Layer C,

the benefit of the Kernel Fusion approach is limited. From our results, we find that our proposed

optimization approach can achieve better performance than MM when the problem size is sufficiently

large. Although our optimization approach has limited benefits when problem sizes are small, it still

outperforms the baseline implementation (BCM), significantly reducing the execution time needed

for training a block-circulant DNN. Table 7.4 lists the speedup of the Kernel Fusion approach over

the baseline version. From the table, the Kernel Fusion approach can achieve an average speedup of

25.7× for Layer A, 14.2× for Layer B, and 7.5× for Layer C.

We find that problem size has an impact on the performance of our optimization approach.

Thus, we vary the batch size for Layers A, B, and C and present the speedup for different problem

sizes in Figures 7.6a-7.6c. In this experiment, we evaluate the best performing optimization, i.e., the

Kernel Fusion approach, across different block sizes, labeled as BCM16, BCM32, and BCM64. The

baseline is MM. From the figures, we can notice that the speedup increases with increased batch size.

When the batch size is sufficiently large, the trend dissipates.

In Figures 7.7a-7.7c, we present the speedup of the Kernel Fusion approach over MM,

across all GEMM-based layer configurations from AlexNet and VGGNet-16, trained with the

ImageNet dataset, and the TDNN and LSTM models, trained with the TIMIT dataset. From our

results of using a block size of 64, we see that for AlexNet we can achieve an average speedup of

1.31× for the convolutional layers and 2.79× for the fully-connected layers. For VGGNet-16 with a

block size of 64, we can achieve an average speedup of 1.33× for the convolutional layers and 3.66×
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Figure 7.5: Speedup of baseline BCM version and our optimized versions, as compared to a matrix

multiplication implementation for (a) Layer A, (b) Layer B, and (c) Layer C.

for the fully-connected layers. Note that two fully-connected layers in VGGNet-16 share the same

layer configurations of fc2 and fc3 in AlexNet. For TDNN and LSTM, the performance gains are

limited. Only when the number of weights is larger than 1.9 million can we achieve a speedup of

2.12×, given block size of 64.

7.5.2 Performance Analysis

In this section, we select a number of hardware performance counters to compare perfor-

mance. We capture the number of instructions executed, the number of memory transactions, and the
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(a) (b) (c)

Figure 7.6: Speedup of baseline BCM version and our optimized versions, as compared to a matrix

multiplication implementation for (a) Layer A, (b) Layer B, and (c) Layer C.

GPU occupancy. We use these metrics to evaluate the effectiveness of each optimization, and discuss

the reasons for the resulting performance.

We present the implications of using the customized kernels in Figures 7.8-7.11. In

Figure 7.8, we can see that the IPC is always higher for the optimized versions. For different

optimizations, while each provides a different degree of performance improvement, we find that the

trends in each optimization are consistent. We conclude that the number of eligible warps that can

run per cycle has a strong impact on performance. The O2+Sum implementation results in the lowest

number of eligible warps per cycle, as compared to the other optimized versions. We found that the

resulting performance of O2+Sum is heavily impacted by the behavior of memory operations. As

we explored the performance achieved in each optimized version, we found that the blockDim.x

in the kernel mapping function in the multiplication kernels plays an important role. Across our

implementations, a larger blockDim.x can launch more spatially local memory accesses, leading to a

higher degree of memory coalescing. This translates to fewer memory transactions. O2+Sum uses

k′ for its blockDim.x, whereas O1+Sum and Kernel Fusion use N and k′ ×Mi, respectively (k′ is

the new block size after the FFT operation, N is the new blockDim.x, as shown in Figure 7.4, and

Mi is the size of the dimension over which summation is performed). Obviously, a blockDim.x of

O2+Sum is smaller than the other two values.

From the same figure, we also see that the IPC of the O2+Sum optimization using a

block size of 16 results in comparable performance compared to the other two schemes, This is

because using a smaller block size leads to higher DR (as discussed in Section 7.3). The O2+Sum

optimization is making better utilization of shared memory, thus compensating for lower memory

coalescing, as described above.

Figures 7.9a and 7.9b report two instruction count metrics, static and dynamic. The former
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Figure 7.7: Speedup of the Kernel Fusion approach, as compared to a matrix multiplication imple-

mentation for all layer configurations in (a) AlexNet, (b) VGGNet-16, and (c) TDNN and LSTM.

is the number of instructions in the executable, while the latter is the number of dynamic instructions

executed. Analyzing these two instruction metrics sheds light not only on the programming style
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Figure 7.9: (a) Static instruction count of the baseline and optimized versions. (b) Dynamic instruction

count of the baseline and optimized versions.

used in each optimization, but also on the execution efficiency of each optimization. From our results,

we can see that the baseline version has a low static instruction count, given that the implementation

is straightforward. However, its high dynamic instruction count shown in Figure 7.9b indicates

that the resulting execution is highly inefficient. The optimized versions result in better execution

efficiency than the baseline.

To better quantify the execution efficiency, we use a ratio R of these two instruction counts

(Nstatic/Ndynamic). The ratio R reflects the execution efficiency on a GPU. As shown in table 7.5.

Kernel Fusion has the largest R, as it removes a large number of memory operations, therefore is
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Table 7.5: Ratio of the number of static and dynamic instructions.
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Figure 7.10: (a) Number of memory transactions (Reads) for the baseline and optimized versions.

(b) Number of memory transactions (Writes) for the baseline and optimized versions.

less memory bound than the other codes. The O1+Sum optimization results in a better R value than

O2+Sum, but still has a larger dynamic instruction count, as shown in Figure 7.9b. The O1+Sum

executable has a much higher static instruction count. The implementation of O1+Sum requires more

integer operations to calculate the data indices and more branch logic for avoiding out-of-bounds

data indexing.

Next, we present the number of memory transactions in Figures 7.10a and 7.10b, reporting

the number of memory reads and writes, respectively. We can see that the Kernel Fusion optimization

significantly reduces the number of memory transactions for both reads and writes. We can also

see that the number of memory transactions drops as the block size increases. This is because, as

the block size grows, there are fewer circulant matrix blocks. As such, the number of inter-block

memory accesses is reduced, leading to a more regular memory access pattern, and hence, fewer
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Figure 7.11: The occupancy achieved for the baseline and optimized versions.

memory transactions.

Figure 7.11 shows the effectiveness of each optimization in terms of GPU occupancy,

across different block sizes (16 and 32). However, as the block size k grows to 64, Kernel Fusion

results in a lower occupancy than that of other implementations. This is because its thread block size

decreases monotonically as a function of k, i.e., 512 + 1024
k . Unlike Kernel Fusion, the O2+Sum

optimization achieves an unexpected increase in occupancy when using a block size of 64, even

though it includes similar optimizations as used in Kernel Fusion. This is due to the impact of

increased occupancy of the summation kernel. The multiplication kernel in O2+Sum actually has

reduced occupancy, for the same reason as was experienced using Kernel Fusion.

7.5.3 Compression Rate V.S. Training Performance

To begin, we use the BCM algorithm to train a DNN model that has 4 convolutional

layers, 3 fully connected layers and a softmax layer, with the CIFAR-10 dataset [179]. We use block

sizes of 16 (BCM16), 32 (BCM32) and 64 (BCM64). Figures 7.12a and 7.12b compare the training

convergence rate and classification accuracy for GEMM versus our BCM algorithm. From the figures,

we can see that the BCM algorithm obtains a similar convergence rate as compared with the GEMM

approach. We also find that the BCM algorithm achieves a similar classification accuracy as using

GEMM. We find that the accuracy degradation is closely correlated with the training convergence

rate. The less the accuracy degrades, the less training convergence suffers.

Next, to demonstrate the effectiveness of training using the BCM algorithm, in Figure 7.13a

we show the compression rate of models trained with different datasets, including MNIST [197],

SHVN [198], CIFAR-10 [179], ImageNet [15] and TIMIT [195]. We can achieve a significant

reduction in model size, as shown in the figure. We also report the accuracy degradation of the same

models in Figure 7.13b. For each model, the degradation is smaller than 4%, as compared with the
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Figure 7.12: (a) Training convergence rate on CIFAR-10 dataset. (b) Test accuracy on CIFAR-10

dataset.

(a) (b)

Figure 7.13: (a) Compression rate and (b) Accuracy degradation of models trained with datasets,

including MNIST, SHVN, CIFAR-10, ImageNet, and TIMIT.

original models.

7.5.4 Multi-GPU DNN Training

Multi-GPU DNN training has been widely deployed to shorten the training time[120]. In

multi-GPU training, the same DNN model is duplicated on distributed GPU nodes and the forward

and backward propagation are executed independently with different batches of input data. Only the
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gradients need to be collected from the different nodes and aggregated to update the weights.

Using BCM also benefits multi-GPU training as it can significantly reduce the amount of

data transferred during the weight update stage. We use Caffe[59] to conduct an experiment involving

two PCIe-connected NVIDIA V100 GPUs and perform training for a simple model. We replace one

regular linear transformation layer with a block circulant layer using the Kernel Fusion optimization.

When the block size is 64, we achieve a 6.25X speedup over using a matrix multiplication.
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Conclusion

Deep Neural Networks (DNNs) have become the main focal point of AI research, inspiring

a broad range of applications including, but not limited to, image/speech recognition, object localiza-

tion/detection, and natural language processing. A modern DNN architecture can contain millions of

parameters and hundreds of layers, placing massive amounts of computational demand on existing

hardware platforms. Of many popular platforms, GPUs have been used effectively to efficiently

train a DNN, enabling this class of algorithms to reach unprecedented popularity. However, there

are many challenges to run a DNN on GPUs efficiently. First, there is a void of tools available to

measure and tune the performance of DNNs on a GPU. Second, there is limited prior work regarding

the execution of this type of workload on GPUs. Lastly, existing methods that exploit sparsity and

model compression, have many limitations when run on a GPU. Directly applying those techniques

can lead to significant inefficiencies, potentially degrading performance. Given these challenges,

we have focusing on tool development, enabling us to explore new methods and optimizations to

accelerate DNNs on a GPU.

In chapter 4, we develop a new benchmark suite named DNNMark, a deep neural network

benchmark suite designed to provide a configurable, extensible, and flexible method for profiling

computation of individual DNN primitives or complete DNN models. DNNMark supports both

general and algorithm-specific configurability and creates the possibility of extending current DNN

primitives to complex models as new benchmarks. From our evaluation results, our metrics can help

illustrate specific compute patterns associated with DNNs, providing an invaluable guide for future

research.

Next, in chapter 5, we characterize the demands placed on a GPU microarchitecture while

running a commonly used CNN model (AlexNet). We consider performance on a layer-by-layer basis.
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We carefully select metrics that can characterize the execution behavior of each layer in the model and

identify the major limiting factors for each layer. From our evaluation, we find that the characteristics

of each layer vary significantly due to the distinct type of operations performed. Based on the

microarchitectural demands imposed by each layer, we identify the significant bottlenecks present

in both an entire CNN model, and each layer, and suggest several optimization approaches that can

improve the performance with only minor changes and overhead. Motivated by our characterization

results and previous studies, we explore both software and hardware optimization methods, involving

approaches, such as sparsity exploitation and weight compression.

In chapter 6, we present Spartan, a framework leveraging activation sparsity to accelerate

DNN training on a GPU. Our work presents the following contributions:

• We propose a novel sparsity monitor that intelligently acquires and tracks activation sparsity

with negligible overhead. Using our monitor, we can significantly reduce sparsity profiling

overhead by 52.5×, on average. We adopt a periodical monitoring technique, whose behavior

is regulated by two algorithms: i) a Dynamic Period Adjustment Algorithm (DPAA), and

ii) a Sparsity Stability Detecting Algorithm (SSDA). The former dynamically adjusts the

monitoring period, while the latter detects the sparsity stability level.

• We propose a novel sparse format ELLPACK-DIB (Data Index Bundling) based on ELLPACK-

R [113], and design a customized tile-based sparse GEMM algorithm that uses this format.

• We propose a novel compaction engine located between the L2 cache and main memory of the

GPU, enabling dynamic compaction/conversion. It serves as a near memory processing unit,

responsible for compacting sparse data into the ELLPACK-DIB format during kernel execution.

The compaction engine consists of three major components: i) a Sparsity Information Block

(SIB), ii) a Compacting Processor, and iii) a Prefetch Buffer. We further customize the GEMM

algorithm to utilize our enhanced GPU architecture incorporating the Spartan compaction

engine.

• We evaluate our sparsity monitor during the training process with five commonly-used DNN

models, using both CIFAR-10 and ImageNet datasets. We find that the average overhead

introduced by profiling is only 1.7%. We evaluate the compaction engine using our customized

sparse GEMM algorithm. For convolutional layers, we can achieve an average speedup of

3.4× for AlexNet, 2.14× for VGGNet-16, and 2.02× for ResNet-18, when training on the

ImageNet dataset.
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In chapter 7, we present our work accelerating DNN training using Block Circulant

Matrices. Our work makes the following contributions:

• We extend the BCM algorithm for batched DNN training on a GPU.

• We propose a set of optimizations for the BCM algorithm when running DNN training, reducing

the number of redundant computations during both forward and backward propagation, taking

advantage of the mathematical properties of an FFT/IFFT, and modifying selected steps in the

algorithm.

• We discuss a series of GPU kernel tuning principles, considering three factors that influence

performance: i) device occupancy, ii) data reuse, and iii) memory coalescing for both reads

and writes. We define two new metrics that can characterize data reuse and memory coalescing

patterns present in BCM-based DNNs. Equipped with these metrics, as well a measure of

device occupancy, we can guide our optimizations to accelerate DNN execution effectively.

• We evaluate the execution of both forward and backward propagation on an NVIDIA Tesla

V100, employing performance counters to profile the resulting execution. We report on the

instruction per cycle (IPC), static/dynamic instruction count, the memory intensity (the total

number of memory transactions issued across all GPU kernels), and device occupancy.

• We show that by applying our optimizations with BCM, we can achieve an average speedup

of 1.31× and 2.79× for the convolutional layers and fully-connected layers of AlexNet, re-

spectively, and a speedup of 1.33× and 3.66× for the convolutional layers and fully-connected

layers of VGGNet-16, respectively. Besides, when using BCM during the DNN training

process, the model experiences a minimal loss in terms of both convergence rate and inference

accuracy. We also show that there can be significant benefits when using BCM to reduce the

amount of communication required during a multi-GPU training using two NVIDIA Tesla

V100’s.

8.1 Future Work

• Characterization: We can expand our proposed characterization methodology to more models.

Currently, we only characterized the CNN model. It is also essential to understand the execution

behavior of a different type of neural network models, such as Long Short Term Memory
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(LSTM) [187], Generative Adversarial Networks (GAN) [199], and Graph Neural Networks

(GNN) [200], on GPUs. Also, we only characterized DNN training on desktop-grade and

server-grade GPUs. It is also critical to characterize DNN inference on edge computing

devices, involving a different class of models and platforms.

• Spartan: We can perform a broader design space exploration for Spartan, tuning the pa-

rameters and mechanisms of the compaction engine. Some potential next steps can be: 1)

Change the L2 memory space allocated to the compaction engine, observing the difference

of performance and memory footprints, 2) Design different CMI replacement mechanisms,

and analyze the pro and con. Besides, we can study the impact of the sparse pattern on

performance. Currently, we only consider compact sparse data in a fine-grained manner.

Previous studies suggest a coarse-grained sparse pattern (i.e., block sparsity) can lead to better

performance [116, 106]. Some potential next steps can be: 1) Characterize the block sparsity

during the DNN training, and 2) Optimize the design of the compaction engine, compacting

the sparse data in a coarse-grained fashion.

• Weight compression: We can study the possibility of mapping multiple stages of the BCM

algorithm to different GPUs, exploring the benefit of the model parallelism [201]. When using

the BCM algorithm, multiple GPU kernels are needed, leading to additional memory usage.

We can optimize memory usage when deploying the BCM algorithm, especially since memory

usage becomes a growing concern as DNNs grow deeper and wider. Other than BCMs, many

other structured matrices can potentially be exploited for DNNs. For example, Permuted

Diagonal Matrices [202]. We can explore the potential benefits of other structured matrices on

GPU, following the kernel tuning principles we discussed.
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